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CHISAAE R A

The Programmer's Guide is under construction.

A working knowledge of Python is required for the Programmer's Guide to be useful.
The Python Tutorial is recommended for programmers who want a quick
introduction to Python. Non-programmers should consult the Beginner's Guide to
Python for some suggestions on where to begin.

If all you want to do is loop through a series of data files and perform a series of
Chimera commands on them (possibly including writing out results), this extremely

basic primer covers how to do that. For anything more complicated please keep
reading.

The Chimera Programmer's Guide main component is an Examples section

demonstrating various useful Chimera programming interfaces. There are also
example scripts for performing various tasks that you may be able to use as a

jumping off point for developing your own script. We recommend starting with the
Examples, and then either using an example script or examining the Chimera source
code for an extension that does something similar to what you want to do and
working from there. You can also use Chimera's IDLE programming shell with the dir
(obj) and help(obj) functions to find out more about the attributes and methods of
particular objects. The FAQ (below) can also be helpful and questions to the chimera-

dev mailing list are usually quickly answered.

Also provided:

. For convenience, the help() output for the main Chimera classes:
o Molecule

o Residue

o Atom

» Bond
an FAQ with brief answers to common programming questions
how to create surface models
making tools scene- and animation-aware
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. Chimera's C++ source code online in the SVN repository or packaged for
download.

. Handouts from the summer 2008 Chimera programming class describing how
to write MD Movie scripts and custom MultAlign Viewer headers and detailing

the most generically useful molecular data attributes and Chimera module
functions.
. a set of guidelines for Chimera menu/widget text

Please see the Chimera documentation index and Chimera home page for other
types of information.

This locally installed Chimera documentation can be searched using "Search
Documentation” in the Chimera Help menu.
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Very Basic Chimera Programming Primer

Looping Through Data Files and Running Chimera
Commands on Them

...and not much else

Scenario

This primer covers the scenario where you have a set of data files in a folder and want to perform a
series of Chimera commands on each one in turn, writing out some kind of results file (e.g. image;
structure measurements; modified data file) for each. Though this primer provides all the Python
code needed to carry out the scenario tasks, it would still be beneficial (though not strictly
necessary) for you to read the Python Tutorial (at least the first few sections) in order to

understand the code better and to be able to modify it if needed in ways this primer doesn't cover.

Broad Outline

You will take the code below, modified for your needs, and place it in a file ending with a '.py"
suffix. The ".py' suffix will indicate to Chimera that the file should be interpreted as Python code.
You could then run the Python code by opening the file with Chimera's File=Open dialog or with
the open command. If you want to suppress the Chimera interface from appearing during your
script processing, you can start Chimera using the —-nogui option (e.g. chi nera - - nogui

processDat a. py). Note that if your script creates images then you must start the Chimera
interface unless you've downloaded the "headless" version of Chimera (see the download page).

An important fact to know is that any Chimera command can be executed in Python using the
runCommand() call. For instance, to color all models red and surface them:

fromchinmera i nport runComand
runCommand( " col or red")
runCommand( " surf")

This makes it simple to perform actions in your Python script as long as you know the equivalent
Chimera command.

Scripting Approach

The general scheme used in the script will be to enter the folder containing your data files, gather
the names of the files, and then loop through them one by one, performing a series of commands
on each. In the example below the data files are PDB files (suffix: .pdb), each of which has a ligand
and a receptor. The script focuses on the ligand, attempts to ensure that the receptor isn't
obscuring the ligand, surfaces the receptor, and saves an image.

The Script
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There are a lot of comments in the script describing the code. Python comments are introduced by
the # character (as long as it's not inside a quoted string of course).

i nport os
fromchinera inport runCommand as rc # use 'rc' as shorthand for runComrand
fromchinera inport replyobj # for emtting status nmessages

# change to folder with data files
os.chdir("/Users/pett/data")

# gather the nanmes of .pdb files in the folder
file_names = [fn for fninos.listdir(".") if fn.endswth(". pdb")]

# |l oop through the files, opening, processing, and closing each in turn
for fnin file_nanes:
repl yobj.status("Processing " + fn) # show what file we're working on

rc("open " + fn)
rc("align ligand ~ligand") # put ligand in front of remai nder of nolecule
rc("focus ligand") # center/zoomligand
rc("surf") # surface receptor
rc("preset apply publication 1") # make everything | ook nice
rc("surftransp 15") # nake the surface a little bit see-through
# save inmage to a file that ends in .png rather than .pdb
png nane = fn[:-3] + "png"
rc("copy file " + png_nanme + " supersanple 3")
rc("close all")
# uncommenting the line beloww |l cause Chinera to exit when the script is done
#rc("stop now')
# note that indentation is significant in Python; the fact that
# the above conmmand is exdented neans that it is executed after
# the | oop conpl etes, whereas the indented conmmands t hat
# preceded it are executed as part of the | oop.

Actual Script File

Here is a link to an actual file containing the script so that you can download it and use it as a
starting point for your own script — and save yourself some typing.
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= HIIAAE R O

Introduction to
Examples

Introduction to Examples

Chimera's Object

Model
Molecular Editing

Using Python
Toolbar Buttons
Packaging an
Extension
Working with the

Chimera
Extension

Manager

Adding
Command-line
Commands
Extension-
Specific User
Interface

Colors and Color

Wells

Trigger
Notifications
Selections
Session Saving
Preferences
Help

Textures and
Surfaces
Registering
Selectors
Atomic
Measurements

The Examples section of the Chimera Programmer's Guide
consists of a series of example code, with associated
description, that illustrate how to use various Python
interfaces exported by Chimera. The target audience for
the section is users who are familiar with Python
programming; users who wish to learn more about Python

can start with the Python Beginner's Guide.

The list of examples includes:

. Chimera's Object Model

. Molecular Editing Using Python

. Creating Molecules Using Python

. Toolbar Buttons

. Packaging an Extension

. Working with the Chimera Extension Manager
. Adding Command-line Commands
. Extension-Specific User Interface

. Colors and Color Wells

. Trigger Notifications

. Selections

. Session Saving

. Preferences

. Help

. Textures and Surfaces

. Registering Selectors

. Atomic Measurements

. Running a Background Process

. Writing a C/C++ extension
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Example FrameSet

. Running a Each example starts with a short description of the
Background functionality that it demonstrates, followed by sample
Process code and detailed commentary, and ends with instructions

. Writing a C/C++ on how to execute the sample code.

Extension
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Hel p on cl ass Mol ecul e i n nodul e _nol ecul e:

cl ass Mol ecul e( _chi mera. Model )
| Molecule() -> Mdlecule

Met hod resol uti on order:
Mol ecul e
_chi nmer a. Mbdel
_chinmera. Sel ectabl e
i bwr appy2. W apPy
__builtin__.object

Met hods defi ned here:

__hash__(...)
X. __hash__ () <==> hash(x)
_init__(...)
X._init_(...) initializes x; see help(type(x)) for signature

addPDBHeader (k: wuni code, h: unicode)

all Rings(...)

al | Ri ngs(crossResi dues: bool, allSizeThreshol d:

at onCoor di natesArray(...)
at onCoor di nat esArray() -> object

at ong oups(...)

int) -> set of Ring

atonoups(numAtons: int) -> list of list of Atom

conput el dat nTypes(...)
comput el dat mrypes()

I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
| addPDBHeader(...)
I
I
I
I
I
I
I
I
I
I
I
I
I
I
| conputeSecondaryStructure(...)
I

comput eSecondar ySt r uct ur e( ener gyCut of f :
3, mnStrandLength: int = 3, info: _ _unknown__ =
decr Hyds(...)
decr Hyds()

del eteAton(...)
del eteAt on( el enent: Aton

del eteBond(.. .)
del et eBond( el enent: Bond)

del et eCoordSet (. ..)

I
I
I
I
I
I
I
I
I
I
I
| del et eCoor dSet (el enent: Coor dSet)
I

I

del et eResi due(...)

fl oat
None)

-0.5, mnHelixLengt h:

http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/helpPages/Molecule.html (1 of 8) [6/4/13 4:16:42 PM]

i nt



http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/helpPages/Molecule.html

del et eResi due(el ement: Resi due)

findAton(...)
findAtom(i: int) -> Atom

findBond(...)
findBond(i: int) -> Bond

fi ndBondRot (.. .)
fi ndBondRot (bond: Bond) -> BondRot

fi ndCoordSet(...)
findCoordSet (i: int) -> CoordSet

fi ndResi due(...)
findResi due(i: int) -> Residue

fi ndResi due(rid: Ml Resld, type: (str|None) = None) -> Residue

i ncrHyds(...)
i ncr Hyds()

i ndexedAt ons(...)
i ndexedAt ons(i ndi ces: object) -> list of Atom

nmet al Conpl exG oup = _get Met al Pbg(nol, **kw)

m ni munRi ngs(...)

m ni munRi ngs(crossResi dues: bool = false) -> set of Ring

noveResAfter(...)
noveResAfter (from Residue, to: Residue)

newAt on(. . .)
newAt om(n: uni code, e: Elenment) -> Atom

newBond( . . .)
newBond(a0: Atom al: Atom) -> Bond

newCoordSet (...)
newCoor dSet (key: int) -> CoordSet
newCoor dSet (key: int, size: int) -> CoordSet

newResi due(...)

newResi due(t: unicode, rid: Ml Resld, neighbor: (Residue| None)

I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
| loadAll Frames | anbda sel f
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
f

after: bool = true) -> Residue

| newResi due(t: uni code, chain: unicode, pos: int, insert:
(Resi due| None) = None, after: bool = true) -> Residue

I

| nunHyds(...)

I

nunmHyds() -> int
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primaryAtons(...)
pri maryAtons() -> |ist of Atom

pri nt Conponents(...)
print Conponents(os: witable file-Ilike)

pruneShort Bonds(. ..)
pr uneShort Bonds()

pseudoBondMyr (. ..)
pseudoBondMyr (cs: (CoordSet| None) = None) -> PseudoBondMyr

reor der Resi dues(. . .)
reorder Resi dues(resi dues: |ist of Residue)

residueAfter(...)
resi dueAfter(r: Residue) -> Residue

resi dueBefore(...)
resi dueBefore(r: Residue) -> Residue

ri bbonCoordi nates(...)
ri bbonCoor di nates(a: Aton) -> chi nera. Point

I

I

I

I

|

I

I

I

|

I

I

I

I

I

I

I

I

|

I

I

I

|

I

I

I

| rootForAtom(...)

| root For Atom(a: Atom ignoreBreakPoints: bool) -> Root
I

| roots(...)

| root s(i gnoreBreakPoints: bool) -> list of Root
I
I
I
I
|
I
I
I
I
I
I
I
I
I
I
I
I
|
I
I
I
|
I

sequence = get Sequence(nol ecul e, chainlD, **kw)
Get the Sequence of the specified chain

Uses the get Sequences function (below) and accepts the sane
keywords. Throws KeyError if the specified chain isn't found,
and AssertionError if there are nmultiple chains with the
specified ID

sequences = get Sequences(nol ecul e, asDi ct =Fal se)
return all non-trivial sequences in a nolecule

This function is al so avail abl e as nol ecul e. sequences(...)

returns a list of sequences for the given nol ecul e, one sequence per
mul ti-residue chain. The sequence nane is "Chain X' where X is
the chain ID, or "Principal chain" if there is no chain ID

The 'residues' attribute of each sequence is a list of the

resi dues for that sequence, and the attribute 'resmap’' is a
dictionary that maps residue to sequence position (zero-based).
The 'residues' attribute will self-delete if the corresponding
nodel is closed.
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If "asDict' is true, return a dictionary of Sequences keyed on
chain ID (can throw AssertionError if nultiple chains have sane |D),
otherwise return a list.

set Al | PDBHeader s(. . .)
set Al | PDBHeader s(hs: dict of (unicode, list of unicode))

set PDBHeader (.. .)
set PDBHeader (k: uni code, v: list of unicode)

traverseAtons(...)
traverseAtons(root: Root) -> [ist of Atom

traverseBonds(...)
traverseBonds(root: Root) -> list of Bond

updat eRi bbonData(. . .)
updat eRi bbonDat a() -> bool

useAsRoot (...)
useAsRoot ( newRoot : At on)

Dat a descriptors defined here:

acti veCoor dSet
Coor dSet

aromat i cCol or
chi ner a. Col or

aronmat i cDi spl ay
bool

aromati cLi neType
i nt

aronmat i cMbde
i nt

at ons

list of Atom

at onsMoved
set of Atom

I
I
I
I
|
I
I
I
I
|
I
I
I
I
I
I
I
I
I
I
I
I
|
I
I
I
| __dict__
I
I
I
I
I
I
I
|
|
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
|

aut ochai n
bool
bal | Scal e
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fl oat

bonds
list of Bond

coordSet s
dict of (int, CoordSet)

i datnvalid
bool

i neType
i nt

| i neW dth
fl oat

| ower CaseChai ns
bool

nol 2comment s
l'i st of unicode

nol 2dat a
li st of unicode

unsi gned i nt

nunmBonds
unsi gned int

nunResi dues
unsi gned i nt

pdbHeader s
dict of (unicode, |ist of unicode)

pdbVer si on
i nt
poi nt Si ze
fl oat
r esi duelLabel Pos
i nt
resi dues

li st of Residue

ri bbonH desMai nchai n
bool

I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
|  numAt ons
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
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ri bbonl nsi deCol or
chi ner a. Col or

ri bbonSnoot hi ng
i nt

ri bbonStiffness
fl oat

ri bbonType
i nt

showSt ubBonds
bool

I

I

I

I

I

I

I

I

I

I

I

I

I

I

I

| stickScal e

| fl oat

I

| structureAssigned
I
I
I
I
I
I
I
I
I
I
I
I
I
I

bool

sur f aceCol or
chi ner a. Col or

surfaceQpacity
fl oat

vdwDensi ty
fl oat

w resStippl e
(int, int)

| Data and other attributes defined here:
I CentroidAll =0

I Centr oi dBackbone = 1

i Crcle =0

I Def aul t BondRadi us = 0.20000000298023224
i Default O f set = -1e+99

I Disk =1

I PrimaryAtom = 2

I RSM COL =2

I RSM STRAND = 1
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RT_BSPLINE = 0O
RT_CARDI NAL = 1

I
I
I
I
I
| __new__ =

| T. _new_ (S, ...) -> anewobject with type S, a subtype of T
I

| ______________________________________________________________________
Met hods i nherited from _chi nera. Model :

str__ = _label Func(item

addAssoci at edvbdel (.. .)
addAssoci at edModel (nodel : Model , propagateAttrs: bool = true)

associ at edMbdel s(...)
associ at edModel s() -> list of Mbdel

bbox(...)
bbox() -> bool, BBox

bsphere(...)
bsphere() -> bool, Sphere

destroy(...)
destroy()

frontPoint(...)
front Poi nt (pl: Point, p2: Point) -> bool, float

intersects(...)
i ntersects(p: Plane) -> boo

renoveAssoci at edMvbdel (.. .)

I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
| renmoveAssoci at edivbdel (nodel : Mbdel )
I

Dat a descriptors inherited from _chi nmera. Model

cli pPl ane
Pl ane

cli pThi ckness

fl oat
col or

Col or
di spl ay

bool

id
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nane
uni code

openSt at e
OpenSt at e

subi d
i nt

used i pPl ane
bool

used i pThi ckness
bool

Data and other attributes inherited from _chi nera. Mbdel :

sel Level =1

Met hods i nherited from _chinmera. Sel ect abl e:

osl Children() -> list of Selectable

oslldent(...)
oslldent(start: int = SelDefault, end: int = Sel Default) -> unicode

osl Level (...)
osl Level () -> int

osl Parents(...)
osl Parents() -> list of Selectable

osl Test Abbr (.. .)
osl Test Abbr (a: OSLAbbrevi ati on) -> boo

Static nethods inherited from _chinmera. Sel ect abl e:

count(...)
count() ->int

Data descriptors inherited fromlibw appy2. WapPy:

__destroyed_
true if underlying C++ object has di sappeared

I
|
I
I
I
|
I
I
I
I
I
I
I
I
I
I
I
I
|
I
I
I
|
I
I
| oslChildren(...)
I
I
I
I
I
|
I
I
I
|
I
I
I
I
I
I
I
I
I
I
I
I
|
I
I
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Hel p on cl ass Residue in nodul e nolecul e:

cl ass Resi due(_chi nmera. Sel ect abl e)
| Not instantiable from Python

Met hod resol ution order:
Resi due
_chimera. Sel ectabl e
I i bwr appy2. W apPy
__builtin__.object

Met hods defi ned here:

_cnmp__(...)

X.__cnmp__(y) <==> cnp(Xx,Y)
_eq__(...)

X.__eq__(y) <==> x==y
_ge__(...)

X.__ge_ (y) <==> x>=y
gt (...)

X.__gt__(y) <==> x>y

X. __hash__() <==> hash(x)
_le (...)

X. _le_ (y) <==> x<=y
ot (L))

X. It _(y) <==> x xl=y
__str___ = |abelFunc(item
addAton(...)

addAt on( el enent: Atom

at omNanes(...)
at omNanes() -> set of unicode

best Al tLoc(...)

|
|
|
|
|
|
|
|
I
|
|
I
|
|
|
I
I
|
I
I
|
| __hash_(...)
I
|
|
I
|
|
I
|
I
|
|
I
|
|
|
|
|
| best AltLoc() -> str
|
|

bondedResi dues(. . .)

http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/helpPages/Residue.html (1 of 6) [6/4/13 4:16:44 PM]



http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/helpPages/Residue.html

bondedResi dues() -> list of Residue

bondedTo(. . .)
bondedTo(r: Residue) -> bool

current Label O fset(...)
current Label O fset() -> chinera. Vector

findAton(...)
fi ndAt om( nane: uni code) -> Atom
fi ndAt om( nanme: uni code, altLoc: str) -> Atom

fi ndRangeAt ons(...)
fi ndRangeAt ons( nane: unicode) -> dict of (unicode, list of Aton))

hasRi bbon(...)
hasRi bbon() -> bool

hasSur f aceCat egory(...)
hasSur f aceCat egory(cat egory: uni code) -> bool

|

|

I

|

|

I

|

|

|

|

|

|

I

I

|

I

I

|

|

I

|

| | abel Coord(...)

| | abel Coord() -> chinera. Point
|

| renpoveAton(...)

| removeAt on{ el enent: At on)
|
I
|
|
|
|
|
|
|
|
|
|
|
I
|
|
I
|
|

ri bbonBi normal s(...)
ri bbonBi normal s() -> GeonetryVect or

ri bbonCenters(...)
ri bbonCenters() -> GeonetryVector

ri bbonFindStyle(...)
ri bbonFi ndStyle() -> Ri bbonStyle

ri bbonFi ndStyl eType(...)
ri bbonFi ndStyl eType() -> int

ri bbonFi ndXSection(...)
ri bbonFi ndXSecti on(node: int) -> Ri bbonXSection

ri bbonNormal s(...)
ri bbonNor mal s() -> GeonetryVect or

| Static nmethods defined here:

http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/helpPages/Residue.html (2 of 6) [6/4/13 4:16:44 PM]



http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/helpPages/Residue.html

get Def aul t Ri bbonStyle(...)
get Def aul t Ri bbonStyl e(ss: int) -> Ri bbonStyle

Dat a descriptors defined here:
__dict__
al tLocs

at ons
[ist of Atom

at onsMap
dict of (unicode, list of Atom)
chil
chi 2
chi 3
fill Col or

chi nmer a. Col or

fill D splay
bool
fill Mode
I nt

hasNucl ei cAci dSugar
bool

heavyAt onCount
I nt

id
Mol Resl d

i SHel i x
bool

I
I
I
|
I
I
|
I
I
|
I
I
I
I
I
I
I
I
|
I
I
|
|
| chi4
|
|
|
|
|
I
I
|
I
I
I
I
I
I
I
I
|
I
I
|
I
I
|

i SHet

http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/helpPages/Residue.html (3 of 6) [6/4/13 4:16:44 PM]



http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/helpPages/Residue.html

bool

i sl sol at ed
bool

i shet al
bool

i sSheet
bool

i sStrand
bool

kdHydr ophobicity
obj ect

| abel
uni code

| abel Col or
chi nmer a. Col or

returns 3-tuple (or None if not set)
accepts 3-tuple, Vector, or None

mol ecul e
Mol ecul e

NnumMAt ons
I nt

phi
psi

ri bbonCol or
chi mer a. Col or

ri bbonDat a
R bbonDat a

ri bbonDi spl ay
bool

|
|
I
|
|
I
|
|
|
|
|
|
I
I
|
I
I
|
|
I
|
|
I
| | abel Ofset
I
|
|
I
|
|
|
|
|
|
|
|
|
|
|
I
|
|
I
|
|
|
I

ri bbonDr awiVbde
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I nt

ri bbonResi dued ass
Ri bbonResi dueC ass

ri bbonStyl e
Ri bbonStyl e

|

|

I

|

|

I

|

|

| ribbonXSection
| Ri bbonXSecti on
|

| ssid

| I nt

I

|

I

I

|

|

type
uni code

uni prot | ndex

Data and other attri butes defi ned here:

RS_ARROW = 3
RS HELIX = 1
RS_NUCLEIC = 4
RS _SHEET = 2
RS_TURN = 0

Ri bbon 2D = 0
Ri bbon _Custom = 3

Ri bbon_Edged = 1

Ri bbon_Round = 2
Thick =1
Thin =0
__new__ =
T. new_ (S, ...) -> a newobject with type S, a subtype of T
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sel Level = 2

Met hods i nherited from _chinera. Sel ect abl e:

oslChildren(...)
osl Children() -> list of Selectable

oslldent(...)
oslldent(start: int = SelDefault, end: int = Sel Default) -> unicode

osl Level (...)
osl Level () -> int

|

|

I

|

|

I

|

|

|

|

|

|

I

I

| oslParents(...)

| osl Parents() -> list of Selectable
I

| osl Test Abbr(...)

| osl Test Abbr (a: OSLAbbrevi ation) -> bool
I
|
|
I
|
I
|
|
I
|
|
|

Static nethods inherited from chinera. Sel ect abl e:

count (...)
count () -> int

Data descriptors inherited fromlibw appy2. WapPy:

__destroyed_
true if underlying C++ object has di sappeared
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Hel p on class Atomin nodul e _nol ecul e:

cl ass Atonm(_chi nmera. Sel ect abl e)
| Not instantiable from Python

Met hod resol ution order
At om
_chinera. Sel ectabl e
i bw appy2. W apPy
__builtin__.object

Met hods defi ned here:

__hash__(...)

X. __hash__ () <==> hash(x)
__str__ = _|abel Func(iten)
addBond(. . .)

addPseudoBond(. . .)
addPseudoBond( el ement: PseudoBond)

al | Locations(...)
al | Locations() -> list of Atom

all Rings(...)
al | R ngs(crossResi dues: bool = false, sizeThreshold: int = 0) ->1list of R ng

associ ated(...)
associ at ed(ot her At om Atom category: unicode) -> boo

associ ations(...)
associ ati ons(cat egory: unicode, otherAtom (Aton] None) = None) -> list of
PseudoBond

I
I
I
I
I
I
I
|
I
I
I
I
I
I
I
| addBond( el enent: Bond)
I
I
I
I
I
I
I
|
I
I
I
I
I
I
I

cl ear vdwPoi nts(...)
cl ear VdwPoi nt s()

connectsTo(...)
connectsTo(a: Aton) -> Bond

coord(...)
coord() -> chinera. Point
coord(cs: CoordSet) -> chinera. Point

coordination(...)
coordi nation(val uel fUnknown: int = 0) -> int

current Label Ofset(...)
current Label O fset() -> chinmera. Vector
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findBond(...)
findBond(a: Atom -> Bond

fi ndPseudoBond(. . .)
fi ndPseudoBond(i: int) -> PseudoBond

haveBf actor(...)
haveBf actor () -> bool

haveCccupancy(. . .)
haveCccupancy() -> bool

| abel Coord(...)
| abel Coord() -> chi nera. Poi nt

m ni munRi ngs(...)
m ni mumRi ngs(crossResi dues: bool = false) -> list of R ng

pri maryBonds(...)
pri maryBonds() -> list of Bond

pri maryNei ghbors(...)
pri maryNei ghbors() -> list of Atom

I

I

I

I

I

I

I

|

I

I

I

I

I

I

I

I

|

I

I

I

I

I

I

I

|

| renoveBond(...)

| renoveBond( el enment: Bond)
I

| renpovePseudoBond(...)

| renovePseudoBond( el enment: PseudoBond)
I
I
|
I
I
I
I
I
I
I
I
|
I
I
I
I
I
I
I
|
I
I
I

revert Def aul t Radi us(...)
revert Def aul t Radi us()

root Atom(...)
r oot At om(i gnor eBr eakPoi nts: bool) -> Atom

set Coord(...)
set Coord(c: chinera. Point)
set Coord(c: chinera.Point, cs: CoordSet)

shown(...)
shown() -> boo

shownCol or (. ..)
shownCol or () -> chi mera. Col or

traverseFron(...)
traver seFron(i gnor eBreakPoi nts: bool) -> Atom

vdwPoi nts(...)
vdwPoi nts() -> list of tuple(chinmera.Point, chinmera.Vector)
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| xfornCoord(...)

| xf ormCoord() -> chi mera. Poi nt

| xf ormCoord(cs: CoordSet) -> chinera. Poi nt
I

Static met hods defined here:

I

I

| getldatm nfoMap(...)

| getldat m nfoMap() -> dict of (unicode, Atom | datm nfo)
I

Dat a descriptors defined here:
_dict__

al t Loc
str

ani soU
obj ect

bf act or
fl oat

bonds
|ist of Bond

bondsMap
di ct of (Atom Bond)

col or
chi nmer a. Col or

coor dl ndex
unsi gned i nt

def aul t Radi us
fl oat

di spl ay
bool

dr awivbde
i nt
el enent
El enent

hi de
bool

i datm sExplicit
bool
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i dat nType
uni code

| abel
uni code

| abel Col or
chi mer a. Col or

| abel O f set
returns 3-tuple (or None if not set)
accepts 3-tuple, Vector, or None

m ni nuniLabel Radi us

fl oat
nol ecul e

Mol ecul e
nanme

uni code
nei ghbors

|ist of Atom

unsi gned i nt
occupancy

fl oat
pseudoBonds

|ist of PseudoBond
radi us

fl oat
resi due

Resi due

seri al Nunber
i nt

sur f aceCat egory
uni code

sur f aceCol or
chi mer a. Col or

surfaceDi spl ay
bool

I
I
I
I
I
I
I
|
I
I
I
I
I
I
I
I
|
I
I
I
I
I
I
I
|
I
| nunBonds
I
I
I
I
I
|
I
I
I
I
I
I
I
I
|
I
I
I
I
I
I
I
|
I
I
I
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surfaceQpacity
fl oat

I

I

I

| vdw

| bool
I

|  vdwCol or

| chi ner a. Col or
I

Data and other attributes defined here:
Ball = 3

Dot = 0

EndCap = 2

I datm nfo =

Idatm nfo() -> Idatm nfo
Idatm nfo(_x: Atomldatmnfo) -> Idatm nfo

lon = 0

Li near = 2
Pl anar = 3
Single =1
Sphere =1

Tetrahedral = 4

UNASSI GNED = 4294967295

__new__ =
T. _new_ (S, ...) ->a newobject with type S, a subtype of T
sel Level = 3

Met hods inherited from _chinera. Sel ect abl e:
osl Children(...)
osl Children() -> list of Selectable
oslldent(start: int = SelDefault, end: int = Sel Default) -> unicode

osl Level (...)

I

I

I

I

I

| oslldent(...)
I

|

I

| osl Level () -> int
I
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osl Parents(...)
osl Parents() -> list of Selectable

osl Test Abbr (...)
osl| Test Abbr (a: OSLAbbrevi ation) -> bool

Static methods inherited from _chinera. Sel ect abl e:

count(...)
count () ->int

Data descriptors inherited fromlibw appy2. WapPy:

__destroyed
true if underlying C++ object has di sappeared
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Hel p on class Bond in nodul e _nol ecul e:

cl ass Bond(_chi nera. Sel ect abl e)
| Not instantiable from Python

Met hod resol ution order:
Bond
_chinera. Sel ectabl e
i bw appy2. W apPy
__builtin__.object

Met hods defi ned here:

__hash__(...)
X. __hash__ () <==> hash(x)

str__ = _label Func(item

al l Rings(...)
al | Ri ngs(crossResi dues: bool = false, sizeThreshold: int = 0) ->1list of R ng

contains(...)
contains(a: Atom -> bool

current Label O fset(...)
current Label O fset() -> chinera. Vector

findAtom(i: int) -> Atom

| abel Coord(...)
| abel Coord() -> chi nera. Poi nt

l ength(...)
l ength() -> fl oat

m ni munRi ngs(...)
m ni mumRi ngs(crossResi dues: bool = false) -> list of R ng

ot herAtom(...)
ot her Aton(a: Aton) -> Atom

shown(...)
shown() -> bool

sgl ength(...)
sqglength() -> float

traverseFron(...)
traver seFron(i gnor eBreakPoi nts: bool) -> Bond

I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
| findAtonm(...)
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
I
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Dat a descriptors defined here:
_dict__

at ons
2-tuple of Atom

col or
chi mer a. Col or

di spl ay
i nt

dr awivbde
i nt

hal f bond

bool

| abel
uni code

| abel Col or
chi mer a. Col or

I

I

|

I

I

I

I

|

I

I

|

I

I

I

I

I

|

I

I

I

I

I

I

I

|

| | abel Ofset

| returns 3-tuple (or None if not set)
| accepts 3-tuple, Vector, or None
I
I
I
I
|
I
I
|
I
I
I
I
I
|
I
I
I
I
I
I
I
|
I
I
I

nol ecul e

Mol ecul e
radi us

fl oat

Data and other attri butes defi ned here:

Always = 1
Never = 0
Smart = 2
Spring = 2
Stick =1
Wre =0
__new__ =
T. _new_ (S, ...) -> a newobject with type S, a subtype of T
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sel Level = 4

Met hods inherited from chinera. Sel ect abl e:

osl Children(...)
osl Children() -> list of Selectable

oslldent(...)
oslldent(start: int = SelDefault, end: int = Sel Default) -> unicode

osl Level (...)
osl Level () -> int

I

I

I

I

I

I

I

|

I

I

I

I

I

I

| oslParents(...)

| osl Parents() -> list of Selectable
|

| osl Test Abbr(...)

| osl Test Abbr (a: OSLAbbrevi ati on) -> bool
I
I
I
I
I
|
I
I
I
I
I
I

Static methods inherited from _chinera. Sel ect abl e:

count(...)
count() ->int

Dat a descriptors inherited fromlibw appy2. WapPy:

__destroyed__
true if underlying C++ object has di sappeared
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Chimera Programming FAQ

Chimera Programming Frequently Asked Questions

Last updated May 10, 2010. The most recent copy of the FAQ is at http://www.cgl.ucsf.edu/chimera/
docs/ProgrammersGuide/fag.html

1. Where is the programming documentation?
2. How to emulate command-line functionality.
3. Passing arguments to scripts.
o Turning scripts into programs.
o Installing Python packages into Chimera.
How to rotate/translate the camera.
How to rotate/translate individual models.
How to save the current view as an image.
Some attributes return a copy of an object.
Explanation of transparency for Surface Model, MSMSModel and VRMLModel.
Transparency displayed incorrectly when 2 or more models are transparent.
10. Explanation of openState attribute.
11. Memory leaks in scripts.
12. Getting the size of a volume data set.
13. How to write out a PDB file containing the crystal unit cell.
14. How to access files within the Chimera app on Macs.

© 0N OB

1) Where is the programming documentation?

The Programming Examples are a good source of information. More information can be gleamed

from the C++ header files for the Chimera objects. Those header files are available in the source code
download. Another source of object info is the hel p() function in the Chimera's IDLE Python

shell (under General Controls). For example, hel p( chi ner a. At on) will show (C++) methods and
attributes of Atom objects. Even more information is available via chimera developer's mailing list,
chimera-dev@cqgl.ucsf.edu. The archived mailing list is at http://www.cgl.ucsf.edu/pipermail/chimera-
dev.

2) How to emulate command-line functionality.

Commands available at the type-in command line are almost all implemented in the Midas module's
__init__.py file. You can use the commands for convenience in implementing the same functionality
in your extension. For example, to color iron atoms red:

i mport M das
M das.color('red' , ' @el enment=Fe')

A few commands related to processing command text (e.g. handling files of commands) are in Midas.
midas_text. One in particular, makeCommand(), allows you to use command-line syntax directly instead
of determining the proper arguments to a Midas module function. So the above example of

coloring atoms red would look like this using runCommand():

fromchinera i nport runComrand
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runCommand( " col or red @ el enent =Fe")

Note that if the command text may contain errors (e.g. it is based on user input), r unCommrand()
can raise M dasEr r or (defined in the Midas module) so in such cases you may want to embed the
runCommand() inatry/except block.

In pre-1.0 build 2107 versions of Chimera, the r unCommand() convenience function doesn't exist,
so you'd have to use the functionally identical makeConmand() as follows:

i nport M das
from M das. m das_text inport makeConmand
makeCommand( " col or red @ el enent =Fe")

3) Passing arguments to scripts.

Use the - - scri pt option to invoke a Python script after all of the other arguments have been processed.
If more than than one script option is given, the scripts are executed in the order given. Each script is
executed using the arguments enclosed along with it in quotes. Any data files specified in the

shell command line are opened before the script is called. For example:

chinmera --nogui --nostatus --script "script.py -r 2.3 -- -1.pdb" -- -4.pdb

Chimera would open the - 4. pdb file, and invoke scri pt. py with the runscript command so sys. ar gv
would be setto[' script.py', '"-r', "2.3, '--', '"-1.pdb']. The - - argument terminates the
options list and is only necessary if the next non-option argument has a leading dash.

3a) Turning scripts into programs.

To make your Python script look like any other shell program, you could provide an executable shell
script as shown below. The shell script accepts a subset of chimera options and options for the Python
script, adds in a chimera option to show the Reply Log at startup, then packages the Python script
options into a single chimera option, and invokes chimera with those options.

#! [ bi n/ bash
PYSCRI PT=PATH TO- PYTHON_SCRI PT. py
CH MERA=PATH TO- CH MERA

Parse argunents to decide which are script argunents
and which are chinmera argunents. |In this case, --debug,
--stereo, -n, --nogui, --nostatus, and --silent are chinera

argunents. And -r, and --radius are the script argunents.
Not e that accepting --argunment options in shell scripts
depends on having a newer version of getopt.

HoH HHHH

if “getopt -T >/dev/null 2>&1° ; [ $? = 4]

t hen

TEMP="getopt -0 nr: --long radius:, debug, stereo:, nogui, nostatus,silent -n
"$0" -- "$@"°
el se

TEMP="getopt nr: "$@°
fi
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if [ $2 1=0 ]

t hen
printf "Usage: %s: [-r|--radius value] args\n" $0
exit 2

fi

eval set -- "$STEMP"

# set initial chinmera argunents, in this case always show the Reply Log
CHARGS=(--start "Reply Log")
while [ $1 1= -- ]
do
case "$1" in
-r|--radius)
PYSCRI PT="$PYSCRI PT $1 ' $2'"

shift 2;;
-n| - -debug| - - nogui | --nost at us| --sil ent)
CHARGS[ ${ #CHARGS[ @ }] =%$1
shift;;
--Stereo)
CHARGS[ ${ #CHARGS[ @ } ] =%$1
CHARGS|[ ${ #CHARGS[ @ } ] =" $2"
shift 2;;
esac
done
shift # skip --

$OH MERA "${ CHARGS[ @} " --script "SPYSCRIPT" "$@

And the Python script would parse its arguments with:

i mport get opt

try:

opts, args = getopt.getopt(sys.argv[1:], 'r:', ['radius="])
except getopt.error, nessage:

rai se chinera. NonChi neraError("%: %" % (__name__, nessage))

radius = 1.0
for o in opts:
if o[O] in ("-r", "--radius"):
radi us = o[ 1]
assert(len(args) == 0)

3b) Installing Python packages into Chimera.

Chimera only includes the default Python packaging mechanisms, so Python packages should be
installed using setup.py as follows:

chimera --nogui --silent --script "setup.py install"”

Sometimes the Python package prefers to be installed with easy_install or pip. In those cases, you would

install easy_install first by getting the source code (the setuptools-VERSION.tar.gz file, instead of one of
the .egg files), and installing as shown above. Then to use easy_install, you would:
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chinmera --nogui --silent --script "CH MERA/ bin/easy install install"”

To install and use pip, you would first install pip with easy_install as shown above. And then to use pip,
you would analogously:

chinmera --nogui --silent --script "CH MERA/ bin/pip install"”

4) How to rotate/translate the camera.

Camera always points in -z direction. There is no way to rotate it. Instead, rotate all of the models.

>>> v = chinmera. vi ener

>>> ¢ = v.canmera

>>> print c.center

(5.9539999961853027, -2.186500072479248, 10.296500205993652)
>>> c.center = (3, 2.5, 10) # to translate canera

>>> v, scal eFactor = 1.5 # to zoom canera

5) How to rotate/translate individual models.

The Xform object model.openState.xform retrieves a copy of the rotation and translation transformation
for a model.

>>> om = chi ner a. openModel s

>>> mist = omlist()

>>> m= nlist[O0]

>>> axis = chinmera. Vector(1, 0, 0)

>>> angle = 90 # degrees
>>> xf = chinera. Xformrotation(axis, angle)
>>> print mopenState.xform # 3x3 rotation matrix

# last colum is translation
0.982695 0.121524 0.139793 -1.07064
0. 0250348 0. 660639 -0. 750287 6.83425
-0. 183531 0. 740803 0.646164 6. 35578
>>> m openSt at e. gl obal Xf or n( xf)

Another method to change the transform

>>> curxform = mopenState. xform# get copy (not reference)
>>> xf.premul tiply(curxform # changes xf
>>> m openSt at e. xf orm = xf # set it

To rotate relative to model's data axes use

>>> m openSt at e. | ocal Xf or m( xf)

or
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>>> curxform = mopenState.xform# get copy (not reference)
>>> xf.multiply(curxform # changes xf
>>> m openSt ate. xform = xf # set it

6) How to save the current view as an image.

i nport M das
M das. copy(fil e='/home/ goddar d/ hoohoo. png', format="PNG )
# format can be 'PNG, 'JPEG, 'TIFF, 'PS, 'EPS

7) Some attributes return a copy of an object.

>>> xf = nodel .openState.xform # xf is a copy of the nodel's Xformmatri x.
>>> xf. zRot at e( 45) # This wll not rotate the nodel.

>>> ¢ = nodel . at ons[ 0] . col or # c is the Material Col or object for the atom
>>> c.anbientDiffuse = (1,0,0) # The Atom col or changes i medi ately to red.

Some Chimera objects returned as attributes are always copies, some are always references to the
uncopied object. Objects that are always copied include Xform, Vector, Point, Sphere, Element, MolResld,
Coord, .... Objects that are never copied include Atom, Bond, PseudoBond, CoordSet, Molecule,

Residue, RibbonStyle, .... Object that can be copied have a __copy__ method. In order to know if

an object type is passed by value is to look at the Chimera C++ header files. Classes without a WrapPy
base class are always copied. This base class is part of the C++ to Python interface generation.

8) Explanation of transparency for Surface_Model, MSMSModel and
VRMLModel.

Volume viewer isosurfaces are Surface_Model objects defined by the _surface.so C++ module. The
Surface_Model interface is given in the surfmodel.h source code file. By default these surfaces use
OpenGL (1,1-alpha) blending. This means the color for a triangle is added to an image plus the
transparency (= 1-alpha) times the color from triangles in back of this one. As the transparency
becomes greater, the brightness of the triangle does not diminish. In fact, more shows through from
behind the triangle so it appears brighter. The specular highlights stay bright even if the triangle is black
and fully tranparent. In Chimera 1730 a Surface_Model attribute transparency_blend_mode was added to
allow the more common (alpha,1-alpha) blend mode. This is like the above mode but the triangle color
is multiplied by alpha before being added to the image. For highly transparent triangles alpha is close to
zero, and the triangle and specular highlights become dim.

MSMS molecular surface models use (alpha, 1-alpha) blending. They also use a 2 pass algorithm which is
faster than sorting all the triangles by depth, but gives the strictly correct appearance only when the
viewer looks through at most 2 surface layers.

VRML models use (alpha,l) blending. That is they multiply triangle color by alpha, but add in all of the
color from triangles further back without reducing it by the transparency factor. This is like complete

transparency, where the triangle colors are just scaled by the alpha value. This is horrible looking unless
you want complete transparency.

9) Transparency displayed incorrectly when 2 or more models are
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transparent.

The Chimera architecture only correctly displays transparency when at most one transparent model is
shown. Any number of opaque models can also be shown. If two transparent models are shown, one will
be drawn after the other. This will make one appear as if it is drawn entirely on top of another even if
they in actuality intersect. The rearmost model, may in fact appear to be in front. This is

because Chimera sorts the triangles by depth within a single model as needed for rendering
transparency, but is not able to sort triangles by depth across multiple models.

10) Explanation of openState attribute.

The openSt at e attribute of a Model controls whether that model is active for motion ('. acti ve'), and
contains the model's transformation matrix (. xf or m) and center of rotation (. cof r *). Since some
models must move in synchrony (e.g. a molecule and its surface), OpenState instances may shared
among multiple models. If you create a model that needs a shared openSt at e with another model, then
when adding your model to the list of open models with chi nmer a. openMdel s. add() , you should use
the 'sanmeAs’ keyword to specify that other model.

11) Memory leaks in scripts.

In the 1700 release, Chimera uses a substantial amount of memory to hold molecular data, but does not
have any large memory leaks to the best of our knowledge (i.e. as structures are closed their memory
usage will be reclaimed). However, the memory is reclaimed by a task that runs during idle times, so
therefore scripts that loop through many structures, opening and closing them, will have their

memory use grow continuously until the script finishes. This will often cause the script to fail as the
Chimera process runs out of memory.

You can cause the memory-reclamation task to run during your script by calling:

chi mer a. updat e. checkFor Changes()

You would want to call this after closing models in your script. Since the checkForChanges() routine

also allows triggers to fire, you might want to also put it after any code that opens models. For example,
the code that assigns surface categories to models runs from a trigger callback, so adding a molecular
surface may not work as expected if checkForChanges() is not called after a molecule is opened.

In post-1700 releases and snapshots, checkForChanges() is called automatically when models
are opened or closed, so you will not need to insert these calls into your code.

12) Getting the size of a volume data set.

Here's some code to find the size of a volume data set.

nport Vol umeVi ewer

= Vol uneVi ewer . vol une_di al og()

0 = d.data_sets[0] # There may be nore than one data set opened
# You could | ook at each one's nane (= file nane)
# to find the one you want.

data = dO.data # This is a Gid_Data object defined in

# Vol uneDat a/ gri ddat a. py

i
d
d

http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/faq.html (6 of 8) [6/4/13 4:16:54 PM]



http://www.cgl.ucsf.edu/chimera/docs/ProgrammersGuide/Examples/Main_AtomTrigger.html

Chimera Programming FAQ

|xsi ze, ysize, zsize = data.size

13) How to write out a PDB file containing the crystal unit cell.

Here's code that creates the copies of a PDB molecule needed to fill out a crystallographic unit cell, then
writes all the copies to a new PDB file. This code uses the standard Chimera 1.0 build 1892 PDBmatrices
module, which uses the PDB SMTRY remarks or CRYST1 record to determine the needed transformations.

You can run it without a graphical user interface as follows

% chimera --nogui nyfile.pdb witeunitcell.py

where the writeunitcell.py file contains the script given below.

# Get the Mol ecule that has al ready been opened
i nport chinmera
m = chi nmer a. openMbdel s. i st ()][0]

# Get the symmetry nmatrices
i nport PDBmatrices
tflist = PDBmatrices.crystal _symmetry _matri ces(m pdbHeaders)

# Get center of boundi ng box
i mport UnitCell
center = UnitCell.nolecule_center(m

# Get CRYST1 |line from PDB headers
crystl = m pdbHeaders[' CRYST1' ][ 0]

# Cetting crystal paraneters

from PDBmatrices inport crystal

cp = crystal.pdb_crystl paraneters(crystl)
a, b, c, al pha, beta, gamma = cp][: 6]

# Adjust matrices to produce cl ose packi ng.
cpm = PDBmatrices. cl ose_packing _matrices(tflist, center, a, b, c, alpha, beta, ganmm)

# Apply transformations to copi es of Ml ecule

mist =[]
from PDBmatrices inport matrices
path = m openedAs[ 0] # Path to original PDB file
for tf in cpm
xf = matrices.chinmera xforn(tf) # Chinmera style transform matri x

m openSt at e. gl obal Xf or m( xf)
m i st. append(m
m = chi nmer a. openMbdel s. open( pat h) [ 0] # Open anot her copy

# Wite PDB file with transforned copi es of nol ecul e
i nport M das

out _path = "unitcell. pdb’

Mdas.wite(mist, None, out_path)
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14) How to access files within the Chimera app on Macs.

One way to access the Python code and other Chimera files on a Mac is to right-click on the Chimera app
icon and choose "Show Package Contents" from the resulting pop-up menu. Another way is to

use Terminal.app and the command "cd" to navigate into the Chimera.app directory and

its subdirectories. Most files of interest can be found under Contents/Resources/share/.
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Description of surface module

Chimera version 1.2540 (July 9, 2008)

The _surface module is for displaying surfaces in Chimera. It was developed for displaying
isosurfaces of volume data. Chimera has a second way to display surfaces: VRML models.

The _surface module defines SurfaceModel and SurfacePiece objects that are available from
Python. These objects are defined in the C++ header file surfmodel.h.

Surface Specification

A surface is described as a set of triangles that are defined in two arrays. One array contains the
vertex xyz positions. If there are N vertices the array is of size N by 3. The second array gives 3
indices for each triangle. These are indices into the vertex xyz position array. This method of
representing the surface saves some space since each vertex is used in about 6 triangles in
typical triangulated surfaces.

Here is an example that makes surface model with 2 triangles.

i mport _surface
m = _surface. SurfaceModel ()

# Xyz vertex positions.
v =[(0,0,0), (1.5,0,0), (0,1.2,0), (0,0,2.3)]

# Define two triangles each defined by 3 indices into vertex |ist.
vi =[(0,1,2), (3,0,2)]

# Col or specified as red, green, blue, opacity (0-1), partially transparent red.
rgha = (1,0,0,.5)

m addPi ece(v, vi, rgba)

i nport chinera
chi mer a. openhMbdel s. add([ n])

The vertex position array must contain floating point values. The index array must contain
integer values. The arrays can be nested tuples, or lists, or numpy arrays can be used.

Surface Pieces

A surface model can display several sets of triangles. The sets are called surface pieces. The
SurfaceModel.addPiece() method creates a SurfacePiece. Surface pieces can be individually added
and removed from a SurfaceModel. They do not share vertex xyz arrays or any other properties.
Their original purpose was for showing multiple isosurfaces of volume data in a single Chimera
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model.

Surface Piece Features
A Surface_Piece has methods from controlling its display.

. Show or hide.

. Solid (filled triangles) or Mesh (just edges of triangles) or Dot display styles.

. Single color for whole surface, or separate colors for all the vertices.

. Lighting on/off.

. Two sided or one sided lighting in with Solid style. Mesh style only allows one sided lighting
since that is all that OpenGL provides.

. Surface triangles can be changed.

. Save pieces in session files (Chimera 1.4 and newer).

Caution. When defining a triangulated surface it is important to specify the 3 triangle vertices in a
consistent order, so that the normal vectors all point towards the same side of the surface.
Otherwise the shading produced by lighting will not look right. For volume surfaces, the data
gradient direction is used for lighting normals. In other cases surface normals can be calculated
for each vertex by adding up the normals of the triangles that share that vertex, then scaling to
make the sum have unit length. The orientation of the triangle normals is based on the ordering
of the 3 vertices that make up a triangle, and the normal orientation surface piece attribute.

Example

i nport _surface
m = _surface. SurfaceModel ()

i mport chinera
chi mer a. openhMbdel s. add([ n])

# For m ni mum nenory use and nmaxi num speed use NunPy arrays for vertices
# and triangl es.
fromnunpy inport array, single as floatc, intc

# Xyz vertex positions.
v = array(((0,0,0), (1.5,0,0), (0,1.2,0), (0,0,2.3)), floatc)

# Define two triangles each defined by 3 indices into vertex |ist.
vi = array(((0,1,2), (3,0,2)), intc)

# Col or specified as red, green, blue, opacity (0-1), partially transparent red.
rgha = (1,0,0,.5)

p = m addPi ece(v, vi, rgba) # This returns a Surface_Pi ece
p. di splay = Fal se # hide the piece
p. di splay = True # show t he piece
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p. di splayStyl e = p. Mesh

p. displayStyle = p.Solid # defaul t

p.color = (0,0,1,1) # change color to bl ue
# Set the 4 vertices to be red, green, blue and white.

# These val ues nust be floating point.

# This overrides the previous setting of the piece to bl ue.
p.vertexColors =(21.,0,0,1),(0,1,0,1),(0,0,1,1),(1,1,1,1)]

# Clear the vertex colors. Piece wll be blue again.

p. vertexCol ors = None

p. uselLi ghting = Fal se # Lighting off

p. useLi ghting = True # Lighting on (default)
p.twoSi dedLi ghti ng = Fal se # Light one side

p. twoSi dedLi ghti ng = True # Light both sides (default)

p. save_i n_session = True # I ncl ude when saving sessions

v2 = array(((1.,0,0), (2,0,0), (0,3,0), (0,0,4)), floatc)
vi2 = array(((0,1,2), (3,1,0)), intc)
p. geonetry = v2, vi?2 # Change the surface for this piece

v3 = array(((0.,1,2), (0,2,3), (0,5,0), (1,1,0)), floatc)
vi3 = array(((1,0,2), (3,2,0)), intc)

rgha3 = (1,0,1,1)

p3 = m addPi ece(v3, vi3, rgba3) # Make anot her piece
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Making Tools Scene- and Animation-aware

Chimera version 1.7 (November 5, 2012)

The Animate package implements both scene and animation functionality. Core
attributes such as model names, residue types and atom positions are handled
automatically by the Animate package. Tools are responsible for saving, restoring
and animating objects and attributes that they introduce. Notification of scene and
animation events happen through the standard Chimera trigger mechanism.

Scene Triggers
There are two triggers associated with scenes:

chi mer a. SCENE_TOOL_SAVE
This trigger is fired when a scene is created or updated. The core attributes
have already been saved. The trigger data argument to registered handlers is
the scene object.

chi mera. SCENE_TOOL_RESTORE
This trigger is fired when a scene is restored (and just before an animation
sequence completes, see below). The core attributes have already been

restored. The trigger data argument to registered handlers is the scene object.

Each scene object has a dictionary, t ool _setti ngs, for managing tool-specific
data. Tools are responsible for creating their own keys and values for storing and
accessing data in the dictionary. Singleton tools such as 2DLabels can use fixed
strings such as "2D Labels (gui)" as their keys; multi-instance tools will need to
come up with unique keys and make sure that they are not overwriting data for
some other tool. Typically, data is saved in SCENE_TOOL_SAVE and accessed in
SCENE_TOCOL_ RESTORE handlers.

Animation Triggers

Ani mat e updates the graphics display during transitions. There are three types of
transitions:

key frame transition
When the user plays the animation, a transition occurs between each
sequential pair of timeline items. If the ending item is a key frame, then a
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playback transition results. To transform from the starting state to the ending
key frame state, data values are interpolated over the number of steps
associated with the end key frame (the value is stored in the f r anes attribute
of the key frame). There is a static "transition” for the initial frame if it has a
non-zero f r anes value.

scene transition
When the user selects a scene (either from the Scenes list or by double-
clicking on a key frame in the time line) , a transition with default parameters
Is used. Currently, the "transition" is a one-frame update to the selected
scene.

action transition
When an animation is played and one of the timeline items is an action rather
than a key frame, an action transition results. None of the triggers listed
below are fired for action transitions because the target state is unknown.

There are four triggers associated with key frame and scene transitions:

chi mer a. ANl MATI ON_TRANSI TI ON_START
This trigger is fired when a transition from one key frame to the next starts.
No core attributes have been updated yet, so Chimera data represents the
initial state of the transition. The trigger data argument to registered
handlers is the transition object.

chi mer a. ANl MATI ON_TRANSI TI ON_STEP
This trigger is fired for each step of the transition from one key frame to the
next. The core attributes have already been updated. The trigger data
argument to registered handlers is the transition object.

chi mer a. ANI MATI ON_TRANSI TI ON_FI NI SH
This trigger is fired after all steps of the transition from one key frame to the
next have been completed. The trigger data argument to registered handlers
Is the transition object.

chi mera. SCENE TOOL RESTORE
This trigger is fired just prior to the ANl MATI ON_TRANSI TI ON_FI NI SH. The
purpose for firing this trigger is to simplify writing tools that do not need
step-by-step animation yet want to restore state when a scene state is
reached. These tools can just register for the SCENE_TOOL_RESTORE trigger
and completely ignore the ANI MATI ON_TRANSI Tl ON_* triggers. Tools that
wants to handle both step-by-step animation and scene restoration will need
to avoid getting the SCENE_TOOL_RESTORE trigger twice by deregistering for
it in ANl MATI ON_TRANSI TlI ON_START and reregistering for it in
ANI MATI ON_TRANSI TI ON_FI NI SH.

The transition object received by handlers has several useful attributes and
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methods:

frames
The total number of frames in this transition.

f rameCount
The step number of the current frame in the transition. For
ANI MATI ON_TRANSI TI ON_START, this value should always be zero. For
ANI MATI ON_TRANSTI ON_STEP, this value ranges from 1 to f r anes, inclusive.
For ANl MATI ON_TRANSI TI ON_FI NI SH, this value should be the same as
franmes.

target ()
The end point for this transition, usually an instance of Ani mat e. Keyf r ane.
Keyf r anme for movie playback or Ani mat e. Scene. Scene for scene restoration
using the default transition.

scene()
The scene at the end point for this transition, or None if the target is neither
a Keyf rane nor a Scene.

t ool _settings
A dictionary for managing tool-specific data in the same manner as scene
objects. Unlike the dictionary in scene objects, the t ool _setti ngs in
transition objects are transient. When a transition completes, the dictionary is
automatically removed and any stored data will be lost.
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® © © X\ MD Movie: md01.crd

File Actions Per-Frame Analysis

Bring up script dialog with D

Plavback Define script... %'
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Per-Frame->Define script... ¢

Frame| Tof 600  Step size|1

Hide | @uit | Help |

Choose scripting language

Type in script or read from file Play/record movie

(may want to disable Lopp)

Click Apply/OK (executes for current frame)

X Per-Frame Commands
Interpret script as Chimera commands |

Substitute text|<FRAME= with frame number

®eoe6 X| Per-Fra

Interpret script as Python ~
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Key Value
v Use leading zeroes so all frame numbers are equal length T2 A2 V)T
Commands prefixed with #N: will be executed at frame N
Script

Initialize dictionarymdinfo with] mol  Molecule instance

startFrame starting/ending
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Script

hbond

from FindHBond import findHBonds

hbonds = findHBonds([mdInfo['mol T} cacheDA=True)
print mdInfo['frame’], len(hbonds)

Insert text file.. | Save to file... |

Insert text file.. | Save to file... |
0K | Apply | Clear | Close | Help |

OK I Apply | Clear | Close [ Help I




Custom MAV Headers

Static Headers

The ability to add pre-computed headers to your alignment is covered
well in the MultAlign Viewer documentation.

Dynamic Headers

Read MAVHeader/ChimeraExtension.py for example header definitions.
You may also want to look through MultAlignViewer/HeaderSequence.py
for useful methods to use/override.

Create a directory containing a ChimeraExtension.py with your header
definitions. Don't put the directory inside the Chimera distribution since it
will be lost if you upgrade Chimera. To get Chimera to use the headers,
add the directory above the directory you created to the Locations list in
the Tools preference category.

Your header class should subclass from DynamicHeaderSequence or
DynamicStructureHeaderSequence (the latter if your header values
depend on what structures are associated with the alignment). You use
the registerHeaderSequence function to notify Multalign Viewer of the
existence of your header class. The defaultOn keyword arg controls
whether the header defaults to being shown initially.

The alignment sequences will be available as self.mav.seqs .

The one method you absolutely must define yourself is evaluate(pos),
which returns the value of the header at alignment position pos (indexing
starts at zero). The value should be whatever is appropriate for the header,
e.g. Conservation Percentage would be a number in the range 0-100.

Two methods that you most likely will want to override are colorFunc(line,
pos) and depictionVal(pos). colorFunc returns the color to use at pos.
The color should be a string that Tk accepts as a color, such as any of the
normal color names in Chimera or an "#rrrgggbbb" string. The line argu-
ment is essentially another copy of self and can be ignored in this context.
The depictionVal method should return a value to use to depict the header
at pos, either a character, a number in the range 0-1, or None. The
histinfinity method can be useful for converting an unbounded range of
numbers to the range 0-1.



Resources

* Programmer's Examples (www.cgl.ucsf.edu/chimera/docs/ProgrammersGuide)
- Example scripts: socrates2.cgl.ucsf.edu/trac/chimera/wiki/Scripts

+ IDLE (Tools=>General Controls): help(object), dir(object)

* Python language/modules: www.python.org/doc/current/

* Numpy examples: www.scipy.org/Numpy_Example_List_With_Doc

« Chimera developer mailing list: chimera-dev@cgl.ucsf.edu

+ C++ source code: browse SVN atsocrates2.cgl.ucsf.edu/trac/chimera/browser or

download from www.cgl.ucsf.edu/chimera/sourcecode.htmi

- Python source code included with distribution

Chimera Molecular Data
* chimera.openModels.list(): list of open models
- modeltypes=[chimera.Molecule]. restrict list to Molecules
* m.residues /| m.atoms / m.bonds: a Molecule's residues / atoms / bonds

Residues

* type: LYS, HEM, etc.

* id.position / id.chainld / id.insertionCode: number / chain ID / insertion code
* molecule: parent Molecule

+ atoms: list of atoms

+ atomsMap: dict of atom-name - list of atoms

* isHelix / isStrand: in helix / strand

Atoms

* name: name

« coord() | xformCoord(): untransformed / transformed coordinates

* residue / molecule: parent Residue / Molecule

* bonds: list of bonds

* neighbors: list of bonded atoms

* primaryBonds() | primaryNeighbors(): same as above but only primary altlocs
* bondsMap: dict of bonded-atom = bond

« color: Color

* display: True if shown

+ drawMode: one of chimera.Atom.X with X being Dot, Sphere, EndCap, or Ball
+ element. chemical element (type chimera.Element, settable with string or number)
* label: label shown in graphics window

* radius: VAW radius

Bonds

+ atoms: 2-tuple of atoms

- otherAtom(a): [a is one of the bond's atoms] other atom in bond
« drawMode: one of chimera.Bond.Y with Y being Wire or Stick

* label: label shown in graphics window

* molecule: parent Molecule

« length(): length



Useful Chimera modules/functions

Molecular Measurements
chimera module
functions use Points, which are returned by Atom's coord() or xformCoord() methods
= distance / sqdistance
- also: ai.coord().[sqldistance(a2.coord()) [similar for xformCoord]
= angle — in degrees
= dihedral — in degrees

Molecular Editing
chimera.molEdit module
= addAtom
- if adding in bulk, make sure to specify optional serialNumber keyword
= addBond
» addDihedralAtom — add atom given a bond length / angle / dihedral

look in BuildStructure/__init__.py for examples of creating new Molecules and
Residues

Setting/Querying The Selection
chimera.selection module
= currentAtoms / currentBonds / currentResidues | currentMolecules: currently
selected Atoms / Bonds / Residues / Molecules
= setCurrent. set current selection to given items
= addCurrent/ addimpliedCurrent: add given items to current selection

- the "implied" version also selects endpoint Atoms of added Bonds and
connecting Bonds of added Atoms

= removeCurrent. remove items from current selection, if present

Miscellaneous
chimera module
= runCommand: execute any command-line command (arg is a string)
- direct Python equivalent usually in Midas module
chimera.colorTable module
= getColorByName: get a Color by name
OpenSave module
= 0sOpen: open a file or HTTP URL, with or without compression
chimera.extension module

= manager.instances: running dialogs listed at end of Tools menu



Chimera Menu/Widget Text Guidelines

Chimera
Menu/Widget
Text
Guidelines

|.Goals
Il. Font
I1l. Menus

Scheme
. Ellipses

IV. Widgets

Chimera Menu/Widget Text
Guidelines

. Goals

to promote consistent text usage in Chimera's user interfaces
. to provide guidelines for developers and programmers
to promote awareness and discussion

Il. Font

The default font type and size should be used.

I1l. Menus

llla. General Scheme

Primary (one word, noun or verb, capitalized)

Secondary (words capitalized as in a title)
tertiary or lower (nuneral or | owercase,
except proper nouns)

Proper nouns include atom types, elements, and extension (tool)
names.

Examples:

Sel ect
Chem stry
el ement
ot her
Fe- Hg
Fe
(etc.)
Resi due
am no acid category
al i phatic
(etc.)
Sel ection Mode (repl ace)
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append
(etc.)
Acti ons
At ons/ Bonds
wire width
1
(etc.)
Ri bbon
show
(etc.)
Tool s
Utilities
Browser Configuration
(etc.)

IlIb. Usage of Ellipses

The ellipsis string "..." should indicate a menu item that opens an
additional interface which requires user input to accomplish the
function described by its name (one-shot panels, as opposed to
those intended to be left up for a series of user interactions). For
now, Tools are exempted from this guideline.

We decided that "..." should not indicate a menu item which simply
opens an additional interface, since practically all items would then
require it.

There also needs to be consistency in whether "..." is preceded by a

space; we recommend no space.

Finally, should "..." appear on buttons as well as menu items? If so,
the same criteria should apply.

V. Widgets (GUIs)

This is the broadest grouping, and thus less amenable to
standardization. It includes panels and dialog boxes generated by
built-in functions as well as extensions to Chimera. General
recommendations:

. Title of Widget
- one or more words to appear on the top bar, capitalized as a
title, no colon or period at the end; should be the same text as
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the invoking menu item or button (except sans any "...")

Brief Header for a section
- capitalized as a title, optional colon at the end (but no colon
when sections are treated as "index cards")
. Longer description of a section
- first word capitalized, subsequent words not capitalized
unless proper nouns or acronyms; optional colon at the end,
no period
. Instructive statement
- first word capitalized, subsequent words not capitalized
unless proper nouns or acronyms; no period
Example:
Ctrl-click on histogram to add or delete thresholds in the
Volume Viewer Display panel
. [box] Description next to a checkbox
- first word capitalized, subsequent words not capitalized
unless proper nouns or acronyms; no period or question mark
o exception: when the checkbox indicates a section to be
expanded/compacted, the text may be capitalized as a
title (instead of only the first word being capitalized).
. Item name: [blank, color well, slider, pulldown menu or
checkbox list]
or (especially if there are many of these in the widget)
item name: [blank, color well, slider, pulldown menu or
checkbox list]
- first word of item name optionally capitalized, subsequent
words not capitalized unless proper nouns or acronyms; colon
separating the item name from the value(s); options in a
pulldown menu or checkbox list not capitalized unless proper
nouns or acronyms
o exception: when the item name and pulldown option
together describe a section, both should be capitalized
and the colon is optional
Examples:
Inspect [Atom/etc.] in the Selection Inspector
Category: [New Molecules/etc.] in the Preferences Tool
. Phrase with [blank, color well, pulldown menu, or checkbox
list] embedded
- first word capitalized, no colon, period or question mark; the
blank (etc.) should not start the phrase
. Phrase with [button] embedded
- 1-2 words actually on the button, others trailing and/or
preceding; the first word should be capitalized whether or not
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on the button; no colon, period or question mark; the button
may start the phrase

. buttons marked OK, Apply, Cancel, Help
- common but optional

. widget-specific buttons
- 1-2 words, each capitalized if the button brings up another
panel, at least the first word capitalized otherwise; if another
panel is evoked, consider using "..."

UCSF Computer Graphics Laboratory / November 2004
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import os
from chimeraimport runCommand as rc # use 'rc' as shorthand for runCommand
from chimeraimport replyobj # for emitting status messages

# change to folder with datafiles
os.chdir("/Userd/pett/data’)

# gather the names of .pdb filesin the folder
file_names = [fnfor fnin os.listdir(".") if fn.endswith(".pdb")]

# loop through the files, opening, processing, and closing each in turn
for fninfile_names:
replyobj.status(" Processing " + fn) # show what file we're working on
rc("open" +fn)
rc("align ligand ~ligand") # put ligand in front of remainder of molecule
rc("focus ligand") # center/zoom ligand
rc("surf") # surface receptor
rc("preset apply publication 1") # make everything look nice
rc("surftransp 15") # make the surface a little bit see-through
# save image to afile that endsin .png rather than .pdb
png_name = fn[:-3] + "png"
rc("copy file" + png_name + " supersample 3")
rc("close al")
# uncommenting the line below will cause Chimerato exit when the script is done
#rc("'stop now")
# note that indentation is significant in Python; the fact that
# the above command is exdented means that it is executed after
# the loop completes, whereas the indented commands that
# preceded it are executed as part of the loop.
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Introduction to Examples

The Examples section of the Chimera Programmer's Guide consists of a series of
example code, with associated description, that illustrate how to use various Python
interfaces exported by Chimera. The target audience for the section is users who
are familiar with Python programming; users who wish to learn more about Python

can start with the Python Beginner's Guide.

The list of examples includes:

. Chimera's Object Model

. Molecular Editing Using Python

. Creating Molecules Using Python

. Toolbar Buttons

. Packaging an Extension

. Working with the Chimera Extension Manager
. Adding Command-line Commands
. Extension-Specific User Interface

. Colors and Color Wells

. Trigger Notifications

. Selections

. Session Saving

. Preferences

. Help

. Textures and Surfaces

. Registering Selectors

. Atomic Measurements

. Running a Background Process

. Writing a C/C++ extension

Each example starts with a short description of the functionality that it
demonstrates, followed by sample code and detailed commentary, and ends with
Instructions on how to execute the sample code.
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Chimera's Object Model

Purpose

Provide an introduction to the Chimera's object model.

Introduction

The first step to programming in the Chimera environment is to understand its
object model. Chimera uses a hierarchy of objects to represent actual chemical
components - atoms, bonds, residues, and so on. Most of Chimera is written in
Python, an easy-to-learn, strongly object-oriented scripting language. The use of
Python (for flexibility) in combination with C++ (for speed) has led to a highly
structured, yet easily navigable, object model that simulates all the chemical
components necessitated by a full-featured, intelligent molecular modeling system.
This example will provide a foundation for some of the more complicated
programming examples by explaining both the makeup of Chimera's objects and

their relationship to one another.

chimera, Hesidue

+aloms
+maolacule

+d
+ribbonDrawidoda
+nbbonlisplay
+ribbonCaolor
+izHeliz

+izSheet

+izTum

+yp=

chimera, Malecule

t+atoms
+honds

+esijuas

+Color
+dizplay
+nama

!

corfens & b=t od

I
L

chimera.Alom

+oonds
+Hesidua
+noleculs
+zolor
+alament
+dizplay
+rawiiode
i E

chimera.Bond

1"-\ saloms

& +malecule
+display
s+drawddode
+cplor
+halibond

The accompanying image illustrates the general relationship between some of
Chimera's fundamental objects - At ons, Bonds, Resi dues, and Mol ecul es. While
this diagram shows several attributes for each object, some attributes have been
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left out for the sake of simplicity. Only the attributes that are discussed in this
tutorial (the basics, and therefore, in some sense the most important) have been
shown. You can always do a

>>>hel p(obj ect)

in Chimera's IDLE window (essentially a Python interpreter built in to Chimera) to

see documentation for all the contents of any Chimera object. The attributes
associated with these objects can be divided into roughly two categories: those that
contain chemical/structural information (e.g. Mol ecul e. at ons or At om

I dAt niType) and those that control the visual representation of the data (e.qg.

Mol ecul e. col or and At om dr awivbde). The following example will demonstrate
the use of attributes in the first category. A discussion of those in the second
category is saved for another example.

Note on semantics for the following examples:

. In general, anything written int hi s font (fixed width) is referring specifically to
some element of code.

. There is sometimes a need to talk specifically about either an instance of an object,
or its class. To distinguish between these two situations, lowercase is used to refer
to an instance ("at ont) and uppercase is used to refer to the class ("At ont). If the
reference to an object is not written int hi s font, then the implication is obvious
enough and/or there is no need to make this distinction.

. When discussing the color of a component, there can be some confusion
differentiating between the color an object appears to be (how it appears on the
screen), and what is assigned to that object's col or attribute (on the programmatic
level). "color" will be used when referring to the former, and "col or " will be used In
dealing with the latter. Example: "Due to Chimera's color hierarchy, the color of an
atom (the color it appears to be) may not always reflect its col or attribute (the
color assigned to that atom in the code)"

. Unlike At ons and Bonds, Resi dues are not actually visible in and of themselves. It
iIs only when they are drawn as ribbons that they are visible in a model. Thus, when
residue color or display is mentioned in the following discussion, it is actually
referring to the color/display of the ribbon portion which represents that residue.

Examples in this guide are typically laid out as a downloadable link to a Python
script followed by a line-by-line explanation of the script. You may want to read
through the explanation in its entirety, or look through the script and refer back to
the detailed explanation for the parts you don't understand.

To execute the script, either open the script file with the File—=Open menu item or
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with the open command.

Example writeMol2.py

Import Chimera modules used in this example.
I nport chinera

First, we'll open up a model to work with. This molecule (4fun) is very small,
comprised of just a couple residues, but it is perfect for illustrating some important
components of Chimera's object model. For more information on how to open/
close models in Chimera, see the "Basic Model Manipulation” Example in the
Programmer's Guide (coming soon). For now, just understand that this code opens
up any molecules stored in the file 4fun.pdb and returns a list of references to
opened models. (Put 4fun.pdb on your desktop or change the path in the command
below.)

opened = chi nmer a. openMbdel s. open(' ~/ Deskt op/ 4f un. pdb')

Because only one molecule was opened, opened is a list with just one element. Get
a reference to that element (which is a Mol ecul e instance) and store it in nol

nol = opened| 0]

Now that we have a molecule to work with, an excellent way of examining its data
structures is to flatten it out and write it to a file. We'll write this file in the nol 2
format, a free-format ascii file that describes molecular structure. It is not
necessary to have any prior knowledge of the nol 2 format to understand this
example, just a basic comprehension of file formats that use coordinate data.
Check out the finished product. It should serve as a good reference while you're

going through the example. Get a reference to a file to write to:
f = open("4fun.nol 2", '"W)

mol2 uses a series of Record Type Indicators (RTI), that indicate the type of
structure that will be described in the following lines. An RTI is simply an ASCII
string which starts with an asterisk (@, followed by a string of characters, and is
terminated by a new line. Here, we define some RTI's that we will use througout the
file to describe the various parts of our model:

MOLECULE_HEADER = " @VOLECULE"
ATOM HEADER = " @\TOM'
BOND_HEADER = " @OND"
SUBSTR_HEADER = " @UBSTRUCTURE"
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The chi mer a2sybyl dictionary is used to map Chimera atom types to Sybyl atom
types. See section below on writing out per-atom information.

chi mera2sybyl = {

' C3' ‘.3, ' 'c2, 'car' : "Car', "Cac' : "C 2",

" Cl' "C.1', "N3+'" : "N4'", "N3'" : "N3, "N : "N2',

"Npl" : "N.pl3, "Ng+ : "Npl3, "Nr" : "N2", "Nox" : "N 4",
"N1+ : "N1', "N1'" : "N1', "8 : '3, " : '02',
"Car' : '0O02', "BW-' : '"0Oco2', "X-'": "Oco2", "S3+ : 'S 3",
'sS3t 0 'sS3, 'S2' 0 'S 2, "Sact o SO, "Son' 'S .2,

' Sxd *'S.O0, 'Pac' : 'P.3, "Pox' : '"P.3, "P3+ : "P.3",
'‘HC : 'H, 'H : 'H, 'DC : '"H, 'D : "H,

‘P 'P.3, 'S 'S 3, "Sar' : 'S 2", "N2+ : 'N 2

Writing Out per-Molecule Information

The "<TRIPOS>MOLECULE" RTI indicates that the next couple of lines will contain
information relevant to the molecule as a whole. First, write out the Record Type
Indicator (RTI):

f.wite("%\n" % MOLECULE_HEADER)

The next line contains the name of the molecule. This can be accessed through the
nol . nane attribute. (Remember, nol is a reference to the molecule we opened). If
the model you open came from a pdb file, nane will most often be the name of the
file (without the . pdb extension). For this example, nol . nane is "4fun".

f.wite("%\n" % nol . nane)

Next, we need to write out the number of atoms, number of bonds, and number of
substructures in the model (substructures can be several different things; for the
sake of simplicity, the only substructures we'll worry about here are residues). This
data is accessible through attributes of a molecule object: nol . at ons, nol . bonds,
and nol . r esi dues all contain lists of their respective components. We can
determine how many atoms, bonds, or residues this molecule has by taking the | en
of the appropriate list. save the list of references to all the atoms in nol :

ATOM LI ST = nol . at ons

save the list of references to all the bonds in nol :
BOND LI ST = nol . bonds
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save the list of references to all the residues in nol :
RES LI ST = nol . residues

f.wite("% % %\n" % ( | en(ATOM LI ST), len(BOND LIST), len
(RES_LIST)) )

type of molecule
f.wite("PROTEI N\n")

indicate that no charge-related information is available
f.wite("NO CHARGES\ n")

f.wite("\'n\n")

Writing Out per-Atom Information

Next, write out atom-related information. In order to indicate this, we must first
write out the atom RTI:

f.wite("%\n" % ATOM HEADER)

Each line under the ATOMRTI consists of information pertaining to a single atom.
The following information about each atom is required: an arbitrary atom id
number, atom name, x coordinate, y coordinate, z coordinate, atom type, id of the
substructure to which the atom belongs , name of the substructure to which the
atom belongs.

You can look at each atom in the molecule by looping through its at ons attribute.
Remember, ATOM LI ST is the list of atoms stored in nol . at ons. It's more efficient
to get the list once, and assign it to a variable, then to repeatedly ask for nol .

at ons.

for atomin ATOM LI ST:

Now that we have a reference to an atom, we can write out all the necessary
information to the file. The first field is an arbitrary id number. We'll just use
that atom's index within the nol . at ons list.

f.wite("%l " % ATOM LI ST.index(aton) )

Next, we need the name of the atom, which is accessible via the name
attribute.
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f.wite("% " % at om nane)

Now for the X, y, and z coordinate data. Get the atom's xf or nCoor d object.
This is essentially a wrapper that holds information about the coordinate
position (X,y,z) of that atom. xf or nCoor d. x, xf or nCoord. y, and

xf or nCoor d. z store the X, y, and z coordinates, respectively, as floating
point integers. This information comes from the coordinates given for each
atom specification in the input file

coord = at om xf or mCoor d()
f.wite("% % % " % (coord.x, coord.y, coord.z) )

The next field in this atom entry is the atom type. This is a string which
stores information about the chemical properties of the atom. It is accessible
through the i dat nifype attribute of an atom object. Because Chimera uses
slightly different atom types than SYBYL (the modeling program for which .
mol2 is the primary input format), use a dictionary called chimera2sybyl
(defined above) that converts Chimera's atom types to the corresponding
SYBYL version of the atom'’s type.

f.wite("% " % chi nera2sybyl [ atom i dat mlype])

The last two fields in an atom entry pertain to any substructures to which the
atom may belong. As previously noted, we are only interested in residues for
this example. Every atom object has a r esi due attribute, which is a reference
to the residue to which that atom belongs.

res = atomresidue

Here, we'll use r es. i d for the substructure id field. res. i d is a string which
represents a unique id for that residue (a string representation of a number, I.
e. "1" , which are sequential, for all the residues in a molecule).

f.wite("% " %res.id)

The last field to write is substructure name. Here, we'll use the t ype attribute
of res. the t ype attribute contains a string representation of the residue type
(e.g. "HIS", "PHE", "SER"...). Concatenate onto this the residue's i d to make a
unique name for this substructure (because it is possible, and probable, to
have more than one "HIS" residue in a molecule. This way, the substructure
name will be "HIS6" or "HIS28")

f.wite("%%\n" % (res.type, res.id) )

f.wite("\n\n")
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Writing Out per-Bond Information

Now for the bonds. The bond RTI says that the following lines will contain
information about bonds.

f.wite("%\n" % BOND HEADER)

Each line after the bond RTI contains information about one bond in the molecule.
As noted earlier, you can access all the bonds in a molecule through the bonds
attribute, which contains a list of bonds.

for bond in BOND LI ST:

each bond object has an at ons attribute, which is list of length 2, where each
item in the list is a reference to one of the atoms to which the bond connects.

al, a2 = bond. atons

The first field in a mol2 bond entry is an arbitrary bond id. Once again, we'll
just use that bond's index in the nol . bonds list

f.wite("% " % BOND LI ST.index(bond) )

The next two fields are the ids of the atoms which the bond connects. Since
we have a reference to both these atoms (stored in al and a2), we can just
get the index of those objects in the nol . at ons list:

f.wite("% % " % (ATOM LI ST. i ndex(al), ATOM LI ST.index(a2)) )

The last field in this bond entry is the bond order. Chimera doesn't currently
calcuate bond orders, but for our educational purposes here, this won't be a
problem. The mol2 format expects bond order as a string: "1" (first-order),
"2" (second-order), etc., so just write out "1" here (even though this may not
be correct).

f.wite("1\n")

f.wite("\n\n")

Writing Out per-Residue Information

Almost done!!! The last section contains information about the substructures (i.e.
residues for this example) You know the drill:

f.wite("%\n" % SUBSTR_HEADER)
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We've already covered some of these items (see above):

for

res in RES LI ST:

residue id field
f.wite("% " %res.id)

residue name field
f.wite("%% " % (res.type, res.id) )

the next field specifies the id of the root atom of the substructure. For the
case of residues, we'll use the alpha-carbon as the root. Each residue has an
at onsMap attribute which is a dictionary. The keys in this dictionary are atom
names (e.g. C, N, CA), and the values are lists of references to atoms in the
residue that have that name. So, to get the alpha-carbon of this residue:

al pha_carbon = res.atonmsMap[' CA' ][ O]

and get the id of al pha_car bon from the nol . at ons list
f.wite("% " % ATOM LI ST. i ndex(al pha_carbon) )

The final field of this substructure entry is a string which specifies what type
of substructure it is:

f.write("RESI DUE\n")

f.wite("\n\n")
f.close()

And that's it! Don't worry if you didn't quite understand all the ins and outs of the
mol2 file format. The purpose of this exercise was to familiarize yourself with
Chimera's object model; writing out a mol2 file was just a convenient way to do
that. The important thing was to gain an understanding of how Chimera's atoms,
bonds, residues, and molecules all fit together.

Display Properties

The goal of any molecular modeling system is to enable researchers to visualize
their data. Equally important as the attributes that describe chemical structure, are
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those that control how the structures are actually represented on-screen. In fact, an
extensive object model is worthless unless the objects can be represented in a
suitable manner! The display of Chimera's core objects is governed by a few key
concepts:

Color Hierarchy

Chimera uses a hierarchical system to color fundamental chemical components.
This hierarchy is composed of two levels: 1) individual atoms/bonds/residues and
2) the model as a whole. The col or assigned to an individual atom/bond/residue
will be visible over the col or assigned to the model as a whole. When a model is
initially opened, each atom/bond/residue col or is set to None, and the model-
level col or is determined by a configurable preference (by default, Chimera
automatically assigns a unique model-level col or to each new molecule that is
opened). Because all the components' (atoms/bonds/residues) col or attributes are
initially set to None, they (visually) inherit their color from the model-level col or.
However, setting any particular atom's col or, or issuing a command such as ‘color
blue' (which is the same as setting each individual atom's col or to blue) will result
in the model appearing blue (because either of those actions affect an individual
atoms' col or, which takes visual precedence over the model-level col or). See here
for more information.

Display Hierarchy

Each of Chimera's objects has an attribute which determines if it is displayed
(visible) or not. For atoms, bonds, and molecules this is called di spl ay, while
residues have a ri bbonDi spl ay attribute (residues are represented visually as
ribbons). A value of Tr ue means that the component is displayed, while Fal se
means it is not displayed. An atom/bond/residue will only be displayed if the
model to which it belongs is displayed. This means that even if an atom/bond/
residue’s respective display attribute is set to Tr ue, if the molecule to which that
atom belongs is undisplayed (i.e. the molecule's di spl ay is set to Fal se), then that
atom/bond/residue will still not be visible. See here for more information.

Draw Modes

Each Chimera object can be drawn in one of several representations (‘draw modes’),
specific to that object. atoms and bonds each have an attribute named dr awivbde
that controls this characteristic, while residues' (because they are represented as
ribbons) corresponding attribute is called ri bbonDr awivbde. The value of this
attribute is a constant which corresponds to a certain type of representation
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specific to that object. For example, chi mera. At om Dot, chi nmera. Atom

Sphere, chinera. Atom EndCap and chi nera. At om Bal | are constants that each
define a different draw mode for atoms. There is a different set of constants that
define draw modes for bonds and residues (see below for more information).

Example displayProp.py

| mport chinera

open up a molecule to work with:

opened = chi nmer a. openMdel s. open(' 3fx2', type="PDB")
nol = opened| 0]

Molecule Display Properties

the col or attribute represents the model-level color. This color can be controlled
by the midas command nodel col or. The col or assigned to a newly opened model
iIs determined by a configurable preference (see discussion above).
Programmatically, the model color can be changed by simply assigning a

Mat er i al Col or to nol ecul e. col or. Molecules also have a di spl ay attribute,
where a value of Tr ue corresponds to being displayed, and a value of Fal se means
the molecule is not displayed. So to make sure the molecule is shown (it is by
default when first opened):

nol . di splay = True

To color the molecule red, get a reference to Chimera's notion of the color red
(returns a Mat eri al Col or object)

from chi mera. col or Tabl e i nport get Col or ByNane
red = get Col orByNane('red')

and assign it to nol . col or.
nol .color = red

Note that the model will appear red at this point because all the atoms/bonds/
residues col or attributes are set to None

Atom Display Properties

Each atom in a molecule has its own individual color, accessible by the col or
attribute. Upon opening a molecule, each atom's col or is set to None; it can be
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changed by assigning a new Mat eri al Col or to at om col or. So, if we wanted to
color all the alpha-carbon atoms blue, and all the rest yellow, get references to the
colors:

bl ue = get Col or ByNane(' bl ue')
yel | ow = get Col or ByNane(' yel | ow )

get a list of all the atoms in the molecule

ATOVME = nol . at ons
for at in ATOVS:

check to see if this atom is an alpha-carbon
I f at.name == 'CA":

at . col or
el se:
at.col or = bl ue

yel | ow

Now, even though nol . col or is set to red, the molecule will appear to be blue and
yellow. This is because each individual atom's col or is visible over nol . col or.

Like molecules, atoms also have a di spl ay attribute that controls whether or not
the atom is shown. While at om di spl ay controls whether the atom can be seen at
all, at om dr awibde controls its visual representation. The value of dr awibde can
be one of four constants, defined in the At omclass. Acceptable values for dr awvbde
are chi mer a. At om Dot (dot representation), chi ner a. At om Spher e (sphere
representation), chi ner a. At om EndCap (endcap representation), or chi nmer a. At om
Bal | (ball representation). So, to represent all the atoms in the molecule as "balls":

for at in ATOVS:

at . drawivbde = chi nera. Atom Bal |

Bond Display Properties

Bonds also contain col or, and dr awivbde attributes. They serve the same purposes
here as they do in atoms (col or is the color specific to that bond, and dr awivbde
dictates how the bond is represented). dr awbde for bonds can be either chi ner a.
Bond. W r e (wire representation) or chi ner a. Bond. Sti ck (stick representation).
The bond. di spl ay attribute accepts slightly different values than that of other
objects. While other objects' di spl ay can be set to either Fal se (not displayed) or
Tr ue (displayed), bond. di spl ay can be assigned a value of chi ner a. Bond. Never
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(same as Fal se - bond is not displayed), chi ner a. Bond. Al ways (same as True -
bond is displayed), or chi ner a. Bond. Smart which means that the bond will only
be displayed if both the atoms it connects to are displayed. If not, the bond will not
be displayed. The heuristic that determines bond color is also a little more
complicated than for atoms. Bonds have an attribute called hal f bond that
determines the source of the bond's color. If hal f bond is set to Tr ue, then the
bond derives its color from the atoms which it connects, and ignores whatever
bond. col or is. If both those atoms are the same color (blue, for instance), then the
bond will appear blue. If the bonds atoms are different colors, then each half of the
bond will correspond to the color of the atom on that side. However, if bond.

hal f bond is set to Fal se, then that bond's color will be be derived from its col or
attribute, regardless of the col or s of the atoms which it connects (except in the
case bond. col or is None, the bond will derive its color from one of the atoms to
which it connects). To set each bond's display mode to "smart"”, represent it as a
stick, and turn halfbond mode on, get a list of all bonds in the molecule

BONDS = nol . bonds
for b in BONDS:

b. di spl ay = chi nera. Bond. Snart
b. drawbde = chi nera. Bond. Sti ck
b. hal f bond = True

Residue Display Properties

Residues are not "displayed" in the same manner that atoms and bonds are. When
residues are displayed, they are in the form of ribbons, and the attributes that
control the visual details of the residues are named accordingly: ri bbonDi spl ay,
ri bbonCol or, ri bbonDr awmiVbde. The values for ri bbonDr awiMbde can be chi ner a.
Resi due. Ri bbon_2D (flat ribbon), chi ner a. Resi due. Ri bbon_Edged (sharp
ribbon), or chi ner a. Resi due. R bbon_Round (round/smooth ribbon). If a residue's
ri bbonD spl ay value is set to Fal se, it doesn't matter what r i bbonDr awiMbde is -
the ribbon still won't be displayed! Residues have three attributes that control how
the ribbon is drawn. i sTurn, i sHel i x, and i sSheet (same asi sStrand) are set to
either Tr ue or Fal se based on secondary structure information contained in the
source file (if available). For any residue, only one of these can be set to Tr ue. So,
to display only the residues which are part of an alpha-helix, as a smooth ribbon,
get a list of all the residues in the molecule

RESI DUES = nol . resi dues
for r i n RESI DUES:

only for residues that are part of an alpha-helix
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i f r.isHelix:

r.ribbonDi splay = True
r.ri bbonDrawMbde = chi nera. Resi due. R bbon_Round

This leaves us with a very colorful (if a little scientifically useless) model!!

http://www.rbvi.ucsf.edu/chimera/1.8/docs/...ammersGuide/Examples/Main_ObjectModel.html (13 of 13) [6/4/13 4:17:51 PM]



Molecular Editing Using Python

Molecular Editing Using Python

Nearly all data in a Chimera session may be accessed using the Python interface. In
particular, molecular data is arranged as instances of Atom, Bond, Residue and
Molecule classes in the chimera module. Instance attributes may be modified and
the changes are automatically reflected in the main graphical window.

The code below illustrates how to show protein backbone while hiding all other
atoms and bonds. The graphical window renders atoms (and associated bonds)
whose di spl ay attribute is set to true. Thus, all that is needed to show or hide
atoms (and bonds) is to set the di spl ay attribute to true or false, respectively.

Example MolecularEditing.py

Import system modules used in this example.
| nport re

Import Chimera modules used in this example.
| mport chinera

Define a regular expression for matching the names of protein backbone atoms (we
do not include the carbonyl oxygens because they tend to clutter up the graphics
display without adding much information).

MAI NCHAIN = re.conmpil e("~(N|CA O $", re.l)

Do the actual work of setting the display status of atoms and bonds. The following
f or statement iterates over molecules. The function call chi ner a. openhbdel s.

| i st (nodel Types=[ chi nera. Mol ecul e]) returns a list of all open molecules;
non-molecular models such as surfaces and graphics objects will not appear in the
list. The loop variable mrefers to each model successively.

for min chinmera. openMdel s. i st (nodel Types=[chi nera. Mol ecul e]):

The following f or statement iterates over atoms. The attribute reference m
at ons returns a list of all atoms in model m in no particular order. The loop
variable a refers to each atom successively.

for a in m atons:
Set the display status of atom a. First, we match the atom name, a.
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name, against the backbone atom name regular expression, MAI NCHAI N.
The function call MAI NCHAI N. mat ch(a. nane) returns anre. Mat ch
object if the atom name matches the regular expression or None
otherwise. The display status of the atom is set to true if there is a
match (return value is not None) and false otherwise.

a. di spl ay = MAI NCHAI N. mat ch(a. nane) != None

By default, bonds are displayed if and only if both endpoint atoms are
displayed, so therefore we don't have to explicitly set bond display modes;
they will automatically "work right".

Code Notes

The code indiscriminately hides atoms whose names do not match protein
backbone atom names, so any non-protein molecules will be completely hidden.

Running the Example

You can execute the example code by downloading the linked Python script and
opening it with the File—=Open menu item or with the open command. Note that
the .py extension is required for the open dialog/command to recognize that the
file is a Python script.

You could also execute the example code by typing it in, line by line, into the main
window of the Python Interactive DeveLopment Environment extension (IDLE, for
short). To display the IDLE window, activate the Tool s menu and roll over the
General Control s submenu to select | DLE. Alternatively, the example code may
be saved in a disk file, e.g., ~/Desktop/backbone.py (.py suffix still required) and
executed from Chimera's Python command line by typing:

execfil e("~/ Deskt op/ backbone. py")

Note that the code in backbone.py could also have been executed via the i nport
statement (e.g. i nport backbone), but only if the directory containing backbone.
py is on your Python path. Also, since modules are only imported once, the code
could not have been executed again if desired. Using execfi | e allows multiple
executions.
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Toolbar Buttons

The toolbar is a user interface component that appears in the main Chimera
window, typically on the left-hand side. The purpose of the toolbar is to hold
buttons that invoke commonly used functionality (e.g., displaying protein
backbone) and sets of buttons that comprise the entire interface to an extension (e.
g., playing molecular dynamics movies).

There are four items associated with the button: an icon,, a Python function, a short
description, and an URL to a full description. The icon is displayed in the button,
and determines the size of the button. The Python function is called when the
button is pressed. The description appears as balloon help text. The full
description is displayed when context help is invoked.

The code below illustrates how to a button on the toolbar. The code must be
executed from a file (i.e., it cannot be typed in via the Python command line in the
main Chimera window). The icon associated with the button is an image file named
ToolbarButton.tiff in the same directory as the Python source code. The short
description is - “Show Main Chain". The Python function displays protein backbone
and hides all other atoms and bonds, and the code in the body of the function is
explained in greater detail in Molecular Editing Using Python.

Example ToolbarButton.py

Function mai nchai n sets the display status of atoms and requires no arguments.
The body of the function is identical to the example described in Molecular Editing

Using Python.

def mai nchain():

Note that due to a fairly arcane Python behavior, we need to import modules
used by a (script) function inside the function itself (the local scope) rather
than outside the function (the global scope). This is because Chimera
executes scripts in a temporary module so that names defined by the script
don't conflict with those in Chimera's main namespace. When the temporary
module is deleted, Python sets all names in the module's global namespace to
None. Therefore, by the time this function is executed (by the toolbar button
callback) any modules imported in the global namespace would have the
value None instead of being a module object.
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The regular expression module, r e, is used for matching atom names.
| nport re

Import the object that tracks open models and the Molecule class from the
chi mer a module.

fromchinera i nport openModel s, Mol ecul e

mai nChain = re.conmpile("*"(NJCAC$", re.l)
for min openMdels.|ist(nodel Types=[ Mol ecul e]):

for a in matons:
a. di spl ay = mai nChai n. match(a. nane) != None

Need to import the chi nmer a module to access the function to add the icon to the
toolbar.

| mport chinera

Create a button in the toolbar. The first argument to chi ner a. t kgui . app.

t ool bar . add is the icon, which is either the path to an image file, or the name of a
standard Chimera icon (which is the base name of an image file found in the "share/
chimera/Zimages" directory in the Chimera installation directory). In this case, since
Tool barButton.tiff is not an absolute path, the icon will be looked for under
that name in both the current directory and in the Chimera images directory. The
second argument is the Python function to be called when the button is pressed (a.
k.a., the "callback function"). The third argument is a short description of what the
button does (used typically as balloon help). The fourth argument is the URL to a
full description. For this example the icon name is Tool barButton. tiff; the
Python function is mai nchai n; the short description is "Show Main Chain"; and
there is no URL for context help.

chi mera. t kgui . app. t ool bar. add(' Tool barButton.tiff', mai nchai n,
" Show Mai n Chain', None)

Code Notes

The code in this example consists of two portions: defining the actual functionality
in function mainchain and presenting an user interface to the functionality. While
the example is presented as a single Python source file, there are good reasons for
dividing the code into multiple source files and using a Python package instead.
The advantages of the latter approach is illustrated in Packaging an Extension.
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Running the Example

You can execute the example code by downloading the linked Python script and
opening it with the File—=+Open menu item or with the open command. Note that

the .py extension is required for the open dialog/command to recognize that the
file is a Python script. The icon tiff file must be saved to a file named

"ToolbarButton.tiff' in the same directory as the script.
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Packaging an Extension

Chimera extensions typically can be divided into two parts: data manipulation and
user interface. For example, the code in Toolbar Buttons defines a function which
changes the display status of some atoms (the data manipulation code) and then
creates a toolbar button that invokes the function when pressed (the user interface
code). The data manipulation code often may be reused when building a new
extension, but the user interface code typically is not needed. Separating the parts
into multiple source files simplifies reusing the data manipulation code, but
complicates managing the extension code as a unit. Fortunately, Python supports
the package concept for just such a situation.

A Python package consists of a set of modules (.py files) stored in the same
directory in the file system. One of the modules must be named __init _.py, which

Is the initialization module that is automatically executed when the package is
imported. By convention, Chimera extension packages implement the data
manipulation code in __init_.py and the user interface code in a module named gui.
py. Implementors of new functionality can access the data manipulation code by:

| nport extension

and end users can display the user interface by:
| nport extensi on. gui

where ext ensi on is the name of the package. The code in Toolbar Buttons is
divided in such a manner below:

Example ToolbarButtonPackage/ init .py

The contents of ToolbarButtonPackage/ init .py is identical to the first section of
code in Toolbar Buttons.

def mai nchain():

| nport re
fromchinera inport openMdels, Ml ecule

mai nChain = re.conmpile(""(N CA O%$", re.l)
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for min openMdels.|ist(nodel Types=[ Mol ecul e]):
for a in matons:
a. di spl ay = mai nChai n. match(a. nane) != None

Example ToolbarButtonPackage/qui.py

The contents of ToolbarButtonPackage/qui.py is similar to the last section of code
In Toolbar Buttons, with the exception that the mai nchai n function is now
referenced as Tool bar But t onPackage. nmai nchai n. The reason for the change is
that gui . py is a submodule, while the mai nchai n function is in the main package.
Since a submodule cannot directly access items defined in the main package, gui .
py must first import the package i nport Tool bar Butt onPackage and refer to the
function by prepending the package name (Tool bar But t onPackage. nmai nchai n in
the call to chi ner a. t kgui . app. t ool bar . add).

| nport chinera

| nport Tool bar Butt onPackage

chi mera. t kgui . app. t ool bar. add(' Tool barButton.tiff",

Tool bar Butt onPackage. mai nchai n, 'Show Main Chain', None)

Running the Example

The example code files must be saved in a directory named

Tool bar But t onPackage. To run the example, start chimera, bring up the Tools
preference category (via the Pr ef er ences entry in the Favori t es menu; then
choosing the "Tools" preference category) and use the Add button to add the

directory above the Tool bar But t onPackage directory. Then type the following
command into the IDLE command line:

| nport Tool bar But t onPackage. gui

The effect should be identical to running the Toolbar Buttons example.
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Working with the Chimera Extension
Manager

Chimera extensions typically can be divided into two parts: data manipulation and
user interface. For example, the code in Toolbar Buttons defines a function which
changes the display status of some atoms. This is the data manipulation part of
that extension. The code also creates a toolbar button that invokes the function
when pressed. This is the user interface part of the extension.

Data manipulation code may often be reused when building a new extension, but
user interface code typically is not. Separating the parts into multiple source files
simplifies reusing the data manipulation code, but complicates managing the
extension as a unit. Fortunately, Python supports the package concept for just this
purpose.

A Python package consists of a set of modules (.py files) stored in the same
directory in the file system. One of the modules must be named __init _.py, which
is the initialization module that is automatically executed when the package is
imported. By convention, Chimera extension packages implement the data
manipulation code in __init_.py. Implementors of new functionality can access the
data manipulation code by:

| nport extension

where ext ensi on is the name of the package.

The package integrates its functionality into the Chimera extension manager by
including a special module named ChimeraExtension.py in the package, and
following a particular protocol within that module. Namely, for each separate
function the package wants to offer through the extension manager, a class derived
from chi nmer a. ext ensi on. EMO (Extension Management Object) must be defined in
the module and an instance registered with the extension manager.

The code in Toolbar Buttons is organized in such a manner below:

Example ToolbarButtonExtension/ _init _.py

The contents of ToolbarButtonExtension/ init .py is identical to the first section
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of code in Toolbar Buttons, with the exception that module os is not imported.

| nport re
| nport chinera

def mai nchain():

MAI NCHAIN = re.conmpile(""(NJCA O $", re.l)
for min chinera. openMdel s. |i st (nodel Types=[ chi nera.
Mol ecul e]) :
for a in m atons:
a. di splay = MAI NCHAI N. mat ch(a. nanme) != None

Example ToolbarButtonExtension/ChimeraExtension.py

ChimeraExtension.py derives a class from chi ner a. ext ensi on. EMO to define how
functionality defined in __init__.py may be invoked by the Chimera extension
manager.

| nport chi nmera. extensi on

Class Mai nChai nEMOis the derived class.
cl ass Mai nChai nEMJ( chi nmer a. ext ensi on. EMO) :

Return the actual name of the extension.
def nane(self):

return ' Backbone'

Return the short description that typically appears as balloon help or in the
Tools preference category.

def description(self):
return 'display only protein backbone

Return the categories in which this extension should appear. It is either a list
or a dictionary. If it is a dictionary then the keys are the category names and
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the values are category-specific descriptions (and the description() method
above is ignored).

def categories(self):
return ["Uilities']

Return the name of a file containing an icon that may be used on the tool bar
to provide a shortcut for launching the extension.

def icon(self):
return self.path('mainchain.tiff")

Invoke the extension. Note that when this method is called, the content of

" init__.py" is not available. To simplify calling functions, the EMO provides a
nodul e method that locates modules in the extension package by name; if no
name is supplied, the " __init__.py" module is returned.

def activate(self):

Call the mai nchai n function in the "__init__.py" module.
sel f. nodul e() . mai nchai n()

Register an instance of Mai nChai nEMO with the Chimera extension manager.
chi mer a. ext ensi on. manager . r egi st er Ext ensi on( Mai nChai nEMJ( __file_ ))

Running the Example

The example code files and ToolbarButton.tiff must be saved in a directory named

Tool bar Butt onExt ensi on. To run the example, start chimera, bring up the Tools
preference category (via the Pr ef er ences entry in the Favori t es menu; then
choosing the "Tools" preference category), use the Add button to add the directory

above the Tool bar But t onExt ensi on directory. A Mai nChai n entry should appear
under the Utiliti es tools category.
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Adding New Typed Commands

Just as menu commands are added in an extension's ChimeraExtension.py file, so are typed
commands. This is for two reasons:

1. The command becomes available early, before command scripts might run.
2. The module itself doesn't have to be imported (which would slow startup).

The addCommand Function

Typed commands are added using Midas.midas_text's addComrand function. addConmand
has two mandatory arguments:

1. A string containing the typed command name. The user will be able to shorten the
name to the shortest unique prefix.

2. The function to call when the command is invoked. Explained further in the Callback
Function section below.

and it has three keyword arguments:

revFunc
Specifies a function to call when ~command is typed. If omitted, ~command will raise
an error.

help
Specifies where help for the command is found. Commands whose help is provided
with the Chimera documentation itself will set help to Tr ue. If help is a string, it is
interpreted as an URL that will be brought up in a browser to display help. If help is a
tuple, it should be a (path, package) 2-tuple, where path specifies a file relative to
package's helpdir subdirectory. The file will be displayed in a browser as help. Note
that though package can be an actual imported package, importing the package
would defeat the purpose of avoiding importing the module early, so package can
just be a string specifying the module name instead. If the help keyword is omitted,
no help will be provided.

changesDisplay
A boolean that specifies if the command changes the display in the main graphics
window (default: True). This is important for script processing so that Chimera knows
iIf the display needs to update once a command has executing (and to avoid spurious
extra frames during script execution -- important if recording animations).

Callback Function

The callback function you register with addComrand will be invoked with two arguments:
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1. A string containing the name of the command as registered with addConmand.
2. The arguments to the command as typed by the user (a string).

The parsing of the typed arguments and calling of the function that actually performs the
command work is typically handled through Midas.midas text's doExt ensi onFunc
function. This is discussed in detail below in The doExtensionFunc Function. Before
getting into that, we know enough at this point that we can look at a brief example.

An Example

Here is the code from the ChimeraExtension.py file of the Define Attribute extension that
implements adding the def at t r command to the command line module:

def cndAddAttr (cndNanme, args):
fromAddAttr inport addAttri butes
from M das. m das_text inport doExtensionFunc
doExt ensi onFunc(addAttri butes, args,
specl nfo=[ ("spec", "nodels", "nolecules")])

from M das. m das_text inport addComrand
addCommand("defattr", cndAddAttr, hel p=True)

First, a callback function named cndAddAt t r is defined that will later be registered with
addCommand. The callback imports a "workhorse" function (addAttri but es) from the main
module and doExt ensi onFunc from Midas.midas text and then calls doExt ensi onFunc to
process the typed arguments and call addAt t ri but es appropriately. Note that

addAttri but es is imported inside the cndAddAt t r definition. If it were outside, then the
whole module would be imported during Chimera startup, which we are trying to avoid.

After the cndAddAt t r function is defined, Midas.midas text's addConmand is called to add
the def at t r command to the command interpreter. Since the help for the defattr
command is shipped with Chimera, the help keyword argument is set to Tr ue.

The doExtensionFunc Function

As seen in the An Example section above, doExt ensi onFunc has two mandatory
arguments: the "workhorse" function that actually carries out the operation requested by
the user, and a string containing the command arguments that the user typed.

doExt ensi onFunc introspects the workhorse function to determine how many mandatory
arguments it expects and what keyword arguments it accepts. The initial arguments in the
typed string are assumed to correspond to the mandatory arguments, and the remainder of
the typed string is assumed to specify valid keyword/value pairs (space separated rather
than "=" separated). Keywords will be matched regardless of case, and the user need only
type enough characters to distinguish keywords.
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doExt ensi onFunc has two keyword arguments:

invalid
A list of keyword arguments that cannot be used from the command line.
doExt ensi onFunc will behave as if the workhorse function did not have these
keywords.

specinfo
If the workhorse function has argument(s) whose value should be a list of At orrs,
Resi dues, etc., for which the user needs to type an atom specifier, that information is
given here. specinfo is a list of 3-tuples. The first component of the 3-tuple is the
keyword the user should type or, if this is a positional argument, the name that the
argument should be assumed to have for type-guessing purposes (in either case it
needs to end in "spec"). The next component is the real argument name that the
function uses (it will automatically be added to invalid). The final component is the
method name to apply to the selection generated by the atom spec in order to extract
the desired list (typically "atoms", "residues”, "molecules”, or "models"). If the method
name is None, then the selection itself will be returned.

Typed arguments are processed using some heuristic rules to convert them to their most
"natural” type. However, the argument name used by the workhorse function can influence
how the typed argument is processed. In particular, if the argument name (ignoring case)
ends in...

color
The typed argument is treated as a color name and is converted to a Mat eri al Col or.
spec
The typed argument is assumed to be an atom specifier and is converted to a
Sel ecti on.
file
The typed argument is a file name. If the user types "browse" or "browser" then a file
selection dialog is displayed for choosing the file. If the workhorse argument name
ends in savefile, then a save-style browser will be used.

Furthermore, if the user provides a keyword argument multiple times, the value provided to
the workhorse function will be a list of the individual values.

In some cases it may be desirable to provide a "shim" function between the

doExt ensi onFunc "workhorse" function and the module's true workhorse function in order
to provide more user-friendly argument names or default values than those of the normal
module API.

MidasError

If you want to have errors from your command-line function handled the same was as
other command-line errors (i.e. shown as red text in the status line rather than raising an
error dialog), then you need to have the function you register with addCommand raise
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MidasError in those cases instead of other error types. This may involve embedding your
use of doExt ensi onFunc inatry/ except block and re-raising caught errors as
MidasError. MidasError is defined in the Midas module.

A Second Example

Example ToolbarButtonCommand/ChimeraExtension.py

The initial code is the same as for the ToolbarButtonExtension example
| nport chi nmera. ext ensi on

cl ass Mai nChai nEMJ( chi ner a. ext ensi on. EMO) :

def nane(sel f):
return ' Backbone'

def description(self):
return 'display only protein backbone'

def categories(self):
return ["Uilities']

def icon(self):
return self.path(' mainchain.tiff')

def activate(self):
sel f. nodul e() . mai nchai n()

chi mer a. ext ensi on. nanager . r egi st er Ext ensi on( Mai nChai nEMX __file_ ))

Here we define two functions, one to handle the "mainchain” command, and one to handle
the "~mainchain”" command.

def mai nchai nCnd( cndNane, args):

Import the module's workhorse function. It is imported inside the function definition
so that it does not slow down Chimera startup with extra imports in the main scope.

from Tool bar But t onCommand i nport nai nchai n

Import and use the Midas.midas_text doExtensionFunc procedure to process typed
arguments and call the mainchain() function appropriately. For a simple function like
mainchain(), which takes no arguments, using doExtensionFunc is probably overkill.
One could instead use the approach applied in the revMainchainCmd function below
and simply test for the presence of any arguments (raising MidasError if any are
found) and directly calling the mainchain() function otherwise. As implemented here,
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using doExtensionFunc, if the user does provide arguments then doExtensionFunc
will raise an error complaining that there were unknown keyword arguments supplied.

from M das. m das_text inport doExtensionFunc
doExt ensi onFunc( mai nchai n, args)

The function for "~mainchain”
def revMai nchai nCnd(cndNane, args):

We are going to implement ~mainchain as a synonym for "display", so we import
runCommand which simplifies doing that.

fromchinmera inport runConmand
from M das inport M dasError
I f args:

Raising MidasError will cause the error message to show up in the status line as
red text

rai se M dasError("~mai nchain takes no argunents")

runCommand takes any legal command-line command and executes it.
runConmmand( " di spl ay")

Now actually register the "mainchain” command with the command interpreter by using
addCommand(). The first argument is the command name and the second is the callback
function for doing the work. The r evFunc keyword specifies the function to implement
"~mainchain”. The hel p keyword has been omitted, therefore no help will be provided.
from M das. m das_text inport addConmand

addCommand( " mai nchai n", mai nchai nCrd, revFunc=revMai nchai nCnd)

Running the Example

The example files (ChimeraExtension.py, __init _.py, and ToolbarButton.tiff) must be saved

in a directory named Tool bar But t onConmand. To run the example, start chimera, bring up
the Tools preference category (via the Preferences entry in the Favorites menu; then
choosing the "Tools" preference category), use the Add button to add the directory above

the Tool bar But t onConmrand directory. You should then be able to type "mainchain” to the
Chimera command line (start the command line from the Favorites menu if necessary).
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Extension-Specific User Interface

Chimera implements its graphical user interface (GUI) using a Python interface
(Tkinter module) to the Tcl/Tk toolkit. Since Chimera extensions are also written in
Python, they can extend the user interface using the same mechanism. Any
extension that requires user input will need to present a GUI. This example
assumes that the reader is familiar with Tkinter and does not describe the Tkinter-
specific code in detail.

The code below demonstrates how to change the display mode of protein backbone
to a user-selected representation. The graphical window renders atoms and bonds
according to their dr awiMbde attribute. Thus, all that the example code in the main
package, init__.py, does is to change the attribute values of backbone atoms and
bonds. The example code in the graphical user interface submodule, gui.py, adds a
button to the Chimera toolbar. When the user clicks the toolbar button, the window
below is displayed.

Atum Representation Dot

Eond Representation Wire

Applyl Clusel HEIE—l-g

The user can select the desired display representation for atoms and bonds using
the option menus, and then set the backbone atom and bond representations by
clicking the Appl y button.

Example ExtensionUl/ _init _.py

Import the standard modules used in this example.
| nport re

Import the Chimera modules used in this example.
| mport chinera

Define a regular expression for matching the names of protein backbone atoms (we
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do not include the carbonyl oxygens because they tend to clutter up the graphics
display without adding much information).

MAI NCHAIN = re.conpile("*(NJCAIC $", re.l)

Define mai nchai n function for setting the display representation of protein
backbone atoms and bonds. See Molecular Editing for a more detailed example on

changing molecular attributes.
def mai nchai n(at omvbde, bondMbde) :

for min chinera. openMdel s. i st (nodel Types=[ chi ner a.
Mol ecul e]) :
for a in matons:
i f MAI NCHAI N. mat ch(a. nane) :
a. drawibde = at onmvbde
for b in mbonds:
ends = b. atons
I f MAI NCHAI N. mat ch(ends[ 0] . nane) \
and MAI NCHAI N. mat ch(ends[ 1] . nane) :
b. drawvbde = bondMode

Example ExtensionUl/qui.py

Import the standard modules used by this example.

| nport os
| nport Tkinter

Import the Chimera modules and classes used by this example.

| nport chinera
from chi nmera. baseDi al og i nport Mbdel essDi al og

Import the package for which the graphical user interface is designed. In this case,
the package is named Ext ensi onUl .

I nport ExtensionUl

Define two module variables: at onivbde and bondMode are Tk variables that keep
track of the last selected display representations. These variables are initialized to
be None, and are set to usable values when the GUI is created.

at onivbde None
bondMbde None
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Define two dictionaries that map string names into Chimera enumerated constant
values. The two variables at onivbde and bondMbde keep track of the
representations as strings because they are displayed directly in the user interface.
However, the nai nchai n function in the main package expects Chimera constants
as its arguments. The dictionaries at onivbdeMap and bondMbdeMap provides the
translation from string to enumerated constants.

at omvbdeMap = {

"*Dot': chinmera. At om Dot ,

* Sphere': chi nmera. At om Spher e,
" EndCap’' : chi nera. At om EndCap,
‘Ball': chinera. Atom Bal |

}
bondModeMap = {

"Wre': chinmera. Bond. Wr e,
"Stick': chinera.Bond. Stick

}

Chimera offers two base classes to somewhat simplify the task of creating user
interfaces: ModalDialog and ModelessDialog. The former is designed for situations
when information or response is required of the user immediately; the dialog stays
in front of other Chimera windows until dismissed and prevents input from going
to other Chimera windows. The latter dialog type is designed for "ongoing"
interfaces; it allows input focus to go to other windows, and other windows can
obscure it.

Here we declare a class that derives from ModelessDialog and customize it for the
specific needs of this extension.

cl ass Mai nchai nD al og( Mbdel essDi al og):

Chimera dialogs can either be named or nameless. Named dialogs are
displayed using the di spl ay( nane) function of the chimera.dialogs module.
The name that should be used as an argument to the di spl ay function is
given by the class variable nane. Using a named dialog is appropriate when it
might be desirable to invoke the dialog from other extensions or from
Chimera itself.

A nameless dialog is intended for use only in the extension that defines the
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dialog. A nameless dialog is typically created and displayed by calling its
constructor. Once created, a nameless dialog can be redisplayed (if it was
withdrawn by clicking its Cancel button for example) by calling its ent er ()
method.

For demonstration purposes, we use a named dialog here. A nameless dialog
is used in the Color and Color Wells example.

name = "extension ui"

The buttons displayed at the bottom of the dialog are given in the class
variable but t ons. For modeless dialogs, a help button will automatically be
added to the button list (the help button will be grayed out if no help
information is provided). For buttons other than Hel p, clicking on them will
invoke a class method of the same name.

Both dialog base classes provide appropriate methods for C ose, so we won't
provide a C ose method in this subclass. The ModelessDialog base class also
provides a stub method for Appl y, but we will override it with our own Appl y
method later in the class definition.

buttons = ("Apply", "C ose")

A help file or URL can be specified with the hel p class variable. A URL would
be specified as a string (typically starting with "http://..."). A file would be
specified as a 2-tuple of file name followed by a package. The file would then
be looked for in the hel pdi r subdirectory of the package. A dialog of
Chimera itself (rather than of an imported package) might only give a
filename as the class help variable. That file would be looked for in /usr/local/
chimera/share/chimera/helpdir.

help = ("ExtensionU .htm", ExtensionU)

The title displayed in the dialog window's title bar is set via the class variable
title.

title = "Set Backbone Representation”

Both ModelessDialog and ModalDialog, in their __init__ functions, set up the
standard parts of the dialog interface (top-level window, bottom-row
buttons, etc.) and then call a function named fi | | | nU so that the subclass
can fill in the parts of the interface specific to the dialog. As an argument to
the function, a Tkinter Frame is provided that should be the parent to the
subclass-provided interface elements.

def filllnU (self, parent):
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Declare that, infi |l | | nU , the names at omvbde and bondMode refer to
the global variables defined above.

gl obal atonivbde, bondMode

Create and initialize at omVbde and bondMbde, the two global Tk string
variables that keep track of the currently selected display
representation.

at omvbde = Tkinter. StringVar ( parent)
at omvbde. set (' Dot ')

bondMbode = Tkinter. StringVar ( parent)
bondMode. set (' Wre')

Create the label and option menu for selecting atom display
representation. First create the label At om Repr esent ati on and place
it on the left-hand side of the top row in the GUI window.

at omLabel = Tkinter. Label (parent, text='"Atom
Representation')
at omLabel . gri d(col um=0, row=0)

Create the menu button and the option menu that it brings up.
atonButton = Tki nter. Menubutton(parent, indicatoron=1,

t ext vari abl e=at omvbde, w dt h=6,

relief=Tki nter.RAl SED, borderw dt h=2)
atonBut ton. gri d(col um=1, row=0)
at omvenu = Tki nter. Menu(at onButton, tearoff=0)

Add radio buttons for all possible choices to the menu. The list of
choices is obtained from the keys of the string-to-enumeration
dictionary, and the radio button for each choice is programmed to
update the at onivbde variable when selected.

for node in atonmvbdeMap. keys():

at omvenu. add_r adi obut t on( | abel =node,
vari abl e=at onivbde, val ue=node)

Assigns the option menu to the menu button.
atonButton[' nenu'] = atomVenu
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The lines below do the same thing for bond representation as the lines
above do for atom representation.

bondLabel = Tkinter. Label (parent, text="Bond
Representation')

bondLabel . gri d(col um=0, row=1)

bondButton = Tki nter. Menubutton(parent, indicatoron=1,

t extvari abl e=bondMbde, wi dt h=6,

relief=Tki nter.RAl SED, borderw dt h=2)
bondBut t on. gri d(col um=1, row=1)
bondMenu = Tki nter. Menu(bondButton, tearoff=0)
for node in bondModeMap. keys():

bondMenu. add_r adi obut t on(| abel =node,

vari abl e=bondMbde, val ue=node)
bondButton[' nenu'] = bondMenu

Define the method that is invoked when the Appl y button is clicked. The
function simply converts the currently selected representations from strings
to enumerated constants, using the at onivbdeMap and bondModeMap
dictionaries, and invokes the main package function mai nchai n.

def Apply(self):

Ext ensi onUl . mai nchai n( at omvbdeMap|[ at omvbde. get ()],
bondModeMap[ bondMbde. get () ])

Now we register the above dialog with Chimera, so that it may be invoked via the
di spl ay( nane) method of the chimera.dialogs module. Here the class itself is
registered, but since it is a named dialog deriving from ModalDialog/
ModelessDialog, the instance will automatically reregister itself when first created.
This allows the di al ogs. fi nd() function to return the instance instead of the
class.

chi mer a. di al ogs. regi st er ( Mai nchai nDi al og. nane, Mi nchai nDi al og)

Create the Chimera toolbar button that displays the dialog when pressed. Note that
since the package is not normally searched for icons, we have to prepend the path
of this package to the icon's file name.

dir, file = os.path.split(__file )

lcon = os.path.join(dir, '"ExtensionU .tiff")

chi mer a. t kgui . app. t ool bar. add(i con, |anbda d=chi nera. di al ogs.
di spl ay, n=Mai nchai nDi al og. nane: d(n), 'Set Main Chain
Representati on', None)
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Code Notes

The example above requires the user to first select the desired representation, then
apply the selection to the protein backbone. An alternative interface style is to
apply user selections immediately. The appropriate choice of style depends on the
extension application. The reason for choosing the "Apply" style for this example is
that the user is expected to change both atom and bond representations, and there
IS no need to edit and display intermediate representations.

If your extension brings up several instances of the same dialog, one per data set (e.
g. one Multalign Viewer dialog for each sequence alignment file), then you should
register each dialog with the extension manager so that the user can raise a
particular dialog instance should it get buried behind other windows. You do this

by calling chi ner a. ext ensi on. nanager . regi sterl nstance(sel f) in either your
_init__orfilllnU methods and deregister by calling chi ner a. ext ensi on.
manager . der egi st erl nst ance(sel f) in your dest r oy method (don't forget to
call the parent class destroy() from your destroy() .

The ratio of 13 lines of functionality code to 34 lines of user interface code is fairly
typical. Doing things is easy; figuring out what a user wants to do, that's hard.

For extensions based on the Mbdal Di al og class, a different approach is typically
used. The dialog is not registered (no call to chi ner a. di al ogs. regi ster). The
function associated with the toolbar icon (the second argument to chi ner a. t kgui .
app. t ool bar. add) creates the modal dialog, calls the dialog's run() method, and
uses that method's return value as appropriate (None is returned by a user-initiated
Cancel of the dialog). When writing dialog methods, the return value is kept in the
sel f.returnVal ue attribute of the dialog. The dialog is destroyed when the
toolbar function runs out of scope.

Running the Example

The example code files and toolbar icon must be saved in a directory named

Ext ensi onUl . To run the example, start chimera, bring up the Tools preference
category (via the Pr ef er ences entry in the Favori t es menu; then choosing the
"Tools" preference category) and use the Add button to add the directory above the

Ext ensi onUl directory. Then type the following command into the IDLE command
line:

| nport ExtensionU . gui
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This should display a button on the Chimera toolbar. Clicking the button should
bring up a window similar to the one shown above.
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Colors and Color Wells

The color editor and color wells used in Chimera are not Chimera-specific interface
components. They handle colors as simple red/green/blue/alpha tuples, whereas

Chimera color objects have additional attributes (such as shininess). Since
translating between the two representations of colors would be tedious, a
ColorOption class is provided that encapsulates the use of a color well so that the
programmer need only deal with Chimera color objects.

The example below demonstrates how to display a color well, and how to update
the color of protein backbone atoms when the color of the well changes. The code
in the graphical user interface submodule, gui.py, adds a button to the Chimera
toolbar. When the user clicks the toolbar button, a window containing a color well
Is displayed. When the user changes the color in the well, the color of protein
backbone atoms changes to match.

Example ColorWellUl/ _init _.py

This code is analogous to the code found in the " __init__.py" modules in the
Packaging an Extension and Extension-Specific User Interface examples. See

Molecular Editing for a more detailed example on changing molecular attributes.

Note that the mai nchai n function is expecting a color object as its argument
(because the color is used to set an atomic attribute).

| nport chinera
| nport re

MAI NCHAI N = re.conpile("*(N|CAIC$", re.l)
def mai nchai n(col or):

for min chinera. openMdel s. i st (nodel Types=[ chi ner a.
Mol ecul e]) :
for a in matons:
I f MAI NCHAI N. mat ch(a. nane) :
a.color = color

Example ColorWellUl/qui.py

Import the standard Python modules used by the example code.
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| nport os
| mport TKinter

Import the additional modules and classes needed. The ColorOption class
facilitates interoperation between Chimera colors and color wells (which use rgba
colors).

I nport chinera

from chi nera. baseDi al og i nport Mbdel essDi al og
from chimera.tkoptions inport Col orOQption

I nport Col or Vel | Ul

cl ass Col orWel | D al og( Model essDi al og):

ColorWellDialog is a "nameless" dialog. See the Extension-Specific User
Interface example for a more detailed explanation of Chimera dialogs.

Set the title bar of the dialog to display Set Backbone Col or.
title = 'Set Backbone Col or'

def filllnU (self, nmaster):

Create a ColorOption instance. The ColorOption will contain a
descriptive label and a color well. The arguments to the ColorOption
constructor are:

master widget

row number to use when gri ding the ColorOption into the
master widget. The default column is 0. The tkoptions
module contains other options besides ColorOption (e.g.
StringOption), which are generally intended to be put in
vertical lists, and therefore a row number is specified in the
constructor. In this example we are only using one option
however.

option label. This will be positioned to the left of the color
well and a ":" will be appended.

The default value for this option.

A callback function to call when the option is set by the user
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(e.g. a color dragged to the well, or the well color edited in
the color editor)

An optional ballon-help message

col oropt = Col orOption(naster, 0, 'Backbone Color', None,
sel f. _set BackboneCol or, bal |l oon="Protei n backbone col or")

Call _updat eBackboneCol or to make the color displayed in the color
well reflect the current color of protein backbone atoms. While not
strictly necessary, keeping the color in the well consistent with the color
in the molecules enhances the extension usability.

sel f. updat eBackboneCol or ( col oropt)

Define _updat eBackboneCol or, which is used to make the color of a well
reflect the color of protein backbone atoms.

def _updat eBackboneCol or(self, col oroption):

Loop through all atoms in all molecules, looking for protein backbone
atoms. When one is found, its color is compared against the last color
seen, t heCol or . The first time this comparison is made, t heCol or
does not exist yet and a NameError exception is raised; this exception
Is caught, and t heCol or is assigned the color of the atom. All
subsequent times, the comparison between atom color and t heCol or
should work as expected. If the two colors are different, the color well
Is set to show that multiple colors are present and execution returns to
the caller. If the two colors are the same, the next atom is examined. If
only one color is found among all protein backbone atoms (or zero if no
molecules are present), then execution continues.

for min chinmera. openMdel s. i st(nodel Types=[ chi ner a.
Mol ecul e]) :

for a in m atons:
I f Col orWel | Ul . MAI NCHAI N. mat ch(a. nane) :

try:
I f a.color !'= theColor:
col oroption.setMultiple()
return

except NanmeError:
t heCol or = a.col or
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Set the color of the well to match t heCol or . There are two possible
cases:

t heCol or is not set (because there are no molecules),
t heCol or is None or a color object.

The set function will not result in a callback to _set BackboneCol or.

try:

Handle case 2. Set the color well to the proper color

col oroption. set (t heCol or)
except NanmeError:

Handle case 1. Set the color well to show that no color is present
col or opti on. set ( None)

Define _set BackboneCol or, which is invoked each time the color in the well
changes. When called by the ColorOption, set BackboneCol or receives a
single argument col or opt , which is the ColorOption instance.

def _setBackboneCol or(self, col oroption):

Call the mai nchai n function in the main package, with the color object
corresponding to the color well color as its argument (which will be
None if No Col or is the current selection in the well), to set the color of

backbone atoms.
Col or Wl | Ul . mai nchai n(col oroption.get())

Define the module variable di al og, which keeps track of the dialog window
containing the color well. It is initialized to None, and is assigned a usable value
when the dialog is created.

di al og = None

Define showCol or W&l | Ul , which is invoked when the Chimera toolbar button is
pressed.

def showCol orWel |l Ul ():

Declare that the name di al og refers to the global variable defined above.
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gl obal dial og

Check whether the dialog has already been created. If so, the dialog window
Is displayed by calling it's ent er () function, and then the rest of the function
is skipped by returning.

I f dialog is not None:

di al og. enter ()
return

Otherwise, create the dialog.
di alog = Col orWel | D al og()

Create the Chimera toolbar button that invokes the showCol or W&l | Ul

dir, file = os.path.split(__file_)

lcon = os.path.join(dir, "ColorWellU .tiff")

chi mer a. t kgui . app. t ool bar. add(i con, showColorWell U, 'Set Min
Chain Col or', None)

Code Notes

This example registers a callback with the color well, so that any color change in
the well results in the colors of protein backbone atoms being updated. An
alternative style interface, similar to the one used in Extension-Specific User
Interface, may be used by not registering the callback and adding an Appl y button,
which would invoke a function that fetches the color from the well and calls

_set BackboneCol or . For this example, since only one atomic attribute is being
set, the immediate feedback seems more appropriate.

Note that there was no explicit mention of the color panel. Invocation of and
interaction with the color panel is handled automatically by the color well.

The _updat eBackboneCol or function is used to synchronize the color displayed in
the well with the color of the atoms. However, if the color of the atoms are altered
through another agency (e.g., a different extension), then the well color and
backbone color no longer match. The Trigger Notifications example shows how to

keep the well color up-to-date.

Running the Example
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The example code files must be saved in a directory named Col or Wl | Ul . To run
the example, start chimera, bring up the Tools preference category (via the

Pr ef erences entry in the Favorit es menu; then choosing the "Tools" preference
category) and use the Add button to add the directory above the Col or Wl | Ul
directory. Then type the following command into the IDLE command line:

| nport Col or Wl | Ul . gui

This should display a button on the Chimera toolbar. Clicking the button should
bring up a window with a color well inside. The color well may be used to
manipulate the color of all protein backbone atoms.
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Trigger Notifications

An extension often needs to respond to changes in data caused by other
extensions. For instance, in the Colors and Color Wells example, a color well is
used to control the color of protein backbone atoms; if another extension (e.g.,
Midas emulator) changes the color of some backbone atoms, the color in the well
should change accordingly as well

Chimera provides the trigger mechanism for notifying interested parties of
spontaneous changes in data. A trigger is an object which monitors changes for a
set of data; an extension can register a handler to be invoked whenever the trigger
detects data modification. A standard set of triggers is defined in chi ner a.
triggers. In particular, there are triggers for objects of common classes; e.g.,
there is a trigger monitoring all At omobjects. Thus, tracking changes of standard
objects is very straightforward. Besides standard object triggers, there are a few
other triggers of general interest:

selection changed
This trigger fires whenever the selection in the main graphics window is
changed. Functions in chi mer a. sel ect i on are used to query and manipulate
the selection.
chimera.APPQUIT
This trigger fires when Chimera is quitting.
chimera.MOTION_START
One or more models have started moving.
chimera.MOTION_STOP
All models have stopped moving for at least a second. Useful for starting
heavy-weight calculations/updates based on model positioning.
chimera.CLOSE_SESSION
The user has selected the Close Session menu item.

Also, chimera.openModels maintains two triggers that fire when models are added
to or removed from the list of open models. To register for these triggers use the
chi mer a. openModel s. addAddHandl er and chi ner a. openhbdel s.
addRenoveHand| er functions respectively. They each expect two arguments: a
callback function and user data. They return a handler ID. The callback function will
be invoked with two arguments: the added/removed models and the provided user
data. You can deregister from these triggers with chi ner a. openhbdel s.

del et eAddHandl er and chi ner a. openModel s. del et eRenoveHandl er
respectively. These latter two functions expect the handler ID as an argument.

http://www.rbvi.ucsf.edu/chimera/1.8/docs/P...rammersGuide/Examples/Main_AtomTrigger.html (1 of 7) [6/4/13 4:18:16 PM]



Trigger Notifications

The example below derives from the code in Colors and Color Wells, and the code
description assumes that the reader is familiar with that code. While the Colors and

Color Wells code only synchronizes the color well with backbone atom colors when
the graphical user interface is first created, the example below registers a handler
with the At omtrigger and updates the color well whenever a backbone atom is
changed. Note that changes in atom data may have nothing to do with colors; the
At omtrigger invokes registered handlers whenever any change is made. However, it
Is computationally cheaper to recompute the well color on any change than to keep
track of atom colors and only update the well color on color changes.

Example AtomTrigger/ _init _.py

This file is identical to the ColorWellUl/ init .py in the Colors and Color Wells
example.

I mport chinera
| nport re

MAI NCHAIN = re.conpile("*(NJCAIC $", re.l)
def mai nchai n(color):

for min chinmera. openMdel s. i st (nodel Types=[ chi ner a.
Mol ecul e]) :
for a in matons:
i f MAI NCHAI N. mat ch(a. nane) :
a.color = color

Example AtomTrigger/qui.py

The code here is very similar to the code in Colors and Color Wells and only
differences from that code will be described.

| nport os
| nport Tkinter

| nport chinera

from chi nmera. baseDi al og i nport Mbdel essDi al og
from chi nera. tkoptions inport Col orOption

| nport Col or Vel | Ul

cl ass Col orWel | D al og( Mbdel essDi al og):
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title = 'Set Backbone Col or'

Need to override __init__ to initialize our extra state.
def _init_ (self, *args, **kw):

Whereas in the Colors and Color Wells example col or opt was a local

variable, here the col or opt variable is stored in the instance because
the trigger handler (which has access to the instance) needs to update
the color well contained in the ColorOption. A new variable, handl er | d,
Is created to keep track of whether a handler is currently registered.
The handler is only created when needed. See nap and unmap below.
(Note that the instance variables must be set before calling the base
__init__ method since the dialog may be mapped during initialization,
depending on which window system is used.)

sel f.col orOpt = None
sel f. handl erld = None

Call the parent-class _init__.
appl y(Model essDialog. __init__, (self,) + args, kw

def filllnU (self, nmaster):

Save ColorOption in instance.

sel f.col oropt = Col orOption(master, 0, 'Backbone Col or',
None, self. setBackboneCol or, ball oon='Protein backbone
col or')

sel f. _updat eBackboneCol or ()

def _updat eBackboneCol or(self):
for min chinmera. openMdel s. i st (nodel Types=[ chi ner a.
Mol ecul e]) :
for a in matons:
I f Col orWel | Ul. MAI NCHAI N. mat ch(a. nane) :

try:
I f a.color !'= theCol or:
sel f.col oropt.setMultiple()
return

except NaneError:
t heCol or = a. col or
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try:

sel f. col oropt. set(theCol or)
except NanmeError:

sel f. col oropt. set ( None)

def _set BackboneCol or(sel f, coloroption):
Col or VWl | Ul . mai nchai n(col oroption.get())

Register a trigger handler to monitor changes in the backbone atom list when
we're make visible. We ignore the event argument.

def map(self, *ignore):

Synchronize with well color.
sel f. updat eBackboneCol or ()

If no handler is currently registered, register one.
If self.handlerld is None:

Registration occurs when the chi nera. tri ggers object is
requested to add a handler. Registration requires three
arguments:

the name of the trigger,

the handler function to be invoked when the trigger
fires, and

an additional argument to be passed to the handler
function when it is invoked.

In this case, the trigger name is the same as the name of the class
of objects being monitored, "Atom". The handler function is
_handl er, defined below. And the additional argument is empty
(None) -- it could have been the ColorOption instance (col or opt)
but that is accessible via the instance. The return value from the
registration is a unique handler identifier for the handler/
argument combination. This identifier is required for
deregistering the handler.

The handler function is always invoked by the trigger with three

http://www.rbvi.ucsf.edu/chimera/1.8/docs/P...rammersGuide/Examples/Main_AtomTrigger.html (4 of 7) [6/4/13 4:18:16 PM]



Trigger Notifications

arguments:

the name of the trigger,

the additional argument passed in at registration
time, and

an instance with three attributes

created: set of created objects
deleted: set of deleted objects

modified: set of modified objects

Note that with a newly opened model, objects will just appear in
both the cr eat ed set and not in the nodi fi ed set, even though
the newly created objects will normally have various of their
default attributes modified by later code sections.

self.handlerld = chinera.triggers. addHandl er (' Aton ,
sel f. handl er, None)

The _handl er function is the trigger handler invoked when attributes of At om
instances change.

def _handler(self, trigger, additional, atonChanges):

Check through modified atoms for backbone atoms.
for a in atonChanges. nodifi ed:

If any of the changed atoms is a backbone atom, call
_updat eBackboneCol or to synchronize the well color with
backbone atom colors.

I f Col orWel | U . MAI NCHAI N. mat ch(a. nane) :

sel f. _updat eBackboneCol or ()
return

unmap is called when the dialog disappears. We ignore the event argument.
def unmap(self, *ignore):
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Check whether a handler is currently registered (i.e., the handler
identifier, handl er | d, is not None) and deregister it if necessary.
If self.handlerld is not None:

Deregistration requires two arguments: the name of the trigger
and the unique handler identifier returned by the registration call.

chimera.triggers. del eteHandl er (' Atom, self.handlerld)

Set the unique handler identifier to None to indicate that no
handler is currently registered.

sel f. handl erld = None

Define the module variable di al og, which tracks the dialog instance. It is initialized
to None, and is assigned a usable value when the dialog is created.

di al og = None

Define showCol or W&l | Ul , which is invoked when the Chimera toolbar button is
pressed.

def showCol orVel | Ul () :

gl obal di al og

I f dialog is not None:
di al og. enter ()
return

di al og = Col or Wl | Di al og()

dir, file = os.path.split(__file )

lcon = os.path.join(dir, "Atomlrigger.tiff'")

chi mer a. t kgui . app. t ool bar. add(i con, showColorWell U, 'Set Miin
Chain Col or', None)

Code Notes

Monitoring changes in atoms can result in many handler invocations. In an attempt
to reduce computation, the example above deregisters its handler when the user
interface is not being displayed.

Running the Example
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The example code files must be saved in a directory named At onilri gger . To run
the example, start chimera, bring up the Tools preference category (via the
Pr ef er ences entry in the Favori t es menu; then choosing the "Tools" preference

category) and use the Add button to add the directory above the At omlri gger
directory. Then type the following command into the IDLE command line:

| nport Atomlrigger. gui

This should display a button on the Chimera toolbar. Clicking the button should
bring up a window with a color well inside. The color well may be used to
manipulate the color of all protein backbone atoms. Changing atom colors through
another mechanism, e.g., the Midas emulator, should result in appropriate color
changes in the color well.
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Selections

The Selection class (and its subclasses) is used to manage collections of items
derived from class Selectable. Molecules, Residues, Atoms, and Bonds are all
derived from Selectable. The examples given will use these common Selectables for
simplicity, but one should keep in mind that classes such as Model and
PseudoBond are also Selectables and can be managed with Selections.

An important thing to understand is that a Selection is not necessarily a fixed set of
Selectables. It may encapsulate an algorithm for choosing particular Selectables.
For example, a Selection may be used to hold "all bonds/atoms in aromatic rings in
all models". This Selection, when its contents are queried, would return differing
results as models are opened/closed.

Every Selectable has an associated selection level.

. SelGraph (e.g.Molecule)

. SelSubgraph (e.g.Residue)
. SelVertex (e.g.Atom)

. SelEdge (e.g.Bond)

Any Selectable's selection level is returned by its oslLevel() member function.

Selections typically only explicitly hold vertices and edges. Higher-level
Selectables' (graphs/subgraphs) membership in a Selection is computed from
member vertices/edges. Selection methods that enumerate graphs can do so based
on that graph's vertices/edges either being completely or partially present in the
selection, as desired. Inclusion of graphs that have no vertex or edge sub-
components (such as VRML models) is explicity tracked in a selection.

Since a Selection may encapsulate an algorithm for choosing Selectables, or instead
may hold a specific set of Selectables, there is no method in the class Selection for
specifying the items held in the Selection. Therefore, Selection is only used as a
base class and all actual selections use subclasses. The basic subclasses Chimera
defines in chi mer a. sel ecti on are the following:

ItemizedSelection: holds a fixed set of Selectables. However, Selectables will be
deleted from the selection when the model(s) containing those Selectables are
closed. Therefore, sometimes it is convenient to use an ItemizedSelection to track
atoms, etc., just to avoid having to write trigger-handling code yourself.

http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/Examples/Main_Selections.html (1 of 4) [6/4/13 4:18:17 PM]



Selections

OrderedSelection: subclass of ItemizedSelection. Used in the infrequent case
where the ordering of the Selectables is important (e.g. structure matching).
Ordering is only maintained relative to Selectables at the same selection level.

OSLSelection: holds Selectables based on an OSL string. "OSL" stands for Object
Selection Language, and a rundown of OSL syntax can be found here. Whenever
Selectables are requested from an OSLSelection, the OSL string will be re-evaluated
to obtain the matching Selectables. Therefore, if the string contains an attribute
test, it may return different Selectables at different times.

CodeSelection: uses a Python code string to determine what is selected. The code
Is expected to apply functions (provided as local variables) to selected objects.

In addition to these classes, chi ner a. sel ecti on has many functions for
manipulating the current selection shown in the Chimera graphics display. hel p
(chi nmera. sel ecti on) in the IDLE shell will display information about them.

The code below demonstrates how to use a selection to hold the atoms/bonds of
the protein mainchain, and then highlight them in the main Chimera graphics
window.

Example BackboneSel/ _init _.py

Import the standard modules used in this example.
| nport re

Import the Chimera modules used in this example.

| nport chinera
fromchinera inport selection

Define a function that will select protein backbone atoms in the main Chimera
graphics window

def sel Backbone( op=None):

Define a regular expression for matching the names of protein backbone
atoms (we do not include the carbonyl oxygens because they tend to clutter
up the graphics display without adding much information).

MAI NCHAIN = re.compile(""(NJCA O $", re.l)
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The | i st method of chimera.openModels will return a list of currently open
models, and takes several optional keyword arguments to restrict this list to
models matching certain criteria. When called with no arguments, this
method will return a list of all visible models, essentially models that were
created by the user. Internally managed (hi dden) models, such as the
distance monitor pseudobondgroup, do not show up in this list. A list of
hidden models can be obtained by setting the optional keyword argument

hi dden to True. The al | argument (True/False) can be used to return a list of
all open models (including both hidden and visible). Other optional
arguments include:

I d and subi d, which restrict the returned list to models with the given id and
subid, respectively, while nodel Types (a list of model types, i.e. [ chi ner a.
Mol ecul e] ) will restrict the returned list to models of a particular type.

bbAt ons = []
for min chinera. openMdel s. i st (nodel Types=[ chi ner a.
Mol ecul e]) :

for a in matons:
i f MAI NCHAI N. mat ch(a. nane) :
bbAt ons. append( a)

Create a selection instance that we can use to hold the protein backbone
atoms. We could have added the atoms one by one to the selection while we
were in the above loop, but it is more efficient to add items in bulk to
selections if possible.

backboneSel = selection.ltem zedSel ecti on()
backboneSel . add( bbAt ons)

Add the connecting bonds to the selection. The addl npl i ed method of
Selection adds bonds if both bond endpoint atoms are in the selection, and
adds atoms if any of the atom's bonds are in the selection. We use that
method here to add the connecting bonds.

backboneSel . addl npl i ed()

Change the selection in the main Chimera window in the manner indicated by
this function's op keyword argument. If op is None, then use whatever
method is indicated by the Sel ecti on Mde item in Chimera's Select menu.
Otherwise, op should be one of: sel ecti on. REPLACE, sel ecti on.

| NTERSECT, sel ecti on. EXTEND or sel ecti on. REMOVE.
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REPLACE causes the Chimera selection to be replaced with
backboneSel .

| NTERSECT causes the Chimera selecion to be intersected with
backboneSel .

EXTEND causes backboneSel to be appended to the Chimera
selection.

REMOVE causes backboneSel to be unselected in the Chimera
window.

i f op is None:

chi mera. tkgui . sel ecti onQperati on( backboneSel)
el se:

sel ecti on. nergeCurrent (op, backboneSel)

Code Notes

See the Reqgistering Selectors example for how to make the "selBackbone" function
available from the Chimera Select menu.

Running the Example

The example code files must be saved in a directory named BackboneSel . To run
the example, start chimera, bring up the Tools preference category (via the

Pr ef er ences entry in the Favori t es menu; then choosing the "Tools" preference
category) and use the Add button to add the directory above the BackboneSel
directory. Then type the following command into the IDLE command line:

| nport BackboneSel
BackboneSel . sel Backbone()

This will cause the selection state of all protein backbone atoms to change,
depending on the Selection Mode chosen in the Chimera Select menu. If the mode
Is the default ("replace"), then the protein backbone will become selected and all
other atoms/bonds will become deselected.
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Saving Extension State in a Session File

This example shows how an extension can save its state in a Chimera session file. A
session file is Python code that is executed by Chimera to restore the state information.
The SimpleSession module saves the core Chimera state such as opened molecules and the
camera settings. It then invokes a SAVE_SESSION trigger that extensions can receive to save
their state.

Example SessionSaveExample.py

The code below saves state variables "some_path" and "some_number" in a session file
when the Save Session menu entry is used.

sone_path = '"/hone/smth/tral al a. dat a’
sone_nunber = 3

def restoreState(path, nunber):
gl obal sone_path, sonme_nunber
sone_path = path
sone_nunber = nunber

def saveSession(trigger, x, file):
restoring code =\

def restoreSessi onSaveExanpl e():
| nport Sessi onSaveExanpl e
Sessi onSaveExanpl e. restoreSt at e( %, %)
try:
rest or eSessi onSaveExanpl e()
except:
report RestoreError (' Error restoring SessionSaveExanpl e')

state = (repr(sone_path), repr(sone_nunber))
file.wite(restoring code % state)

| nport chinera
I mport Si npl eSessi on
chimera. triggers. addHandl er (Si npl eSessi on. SAVE_SESSI ON, saveSessi on, None)

The last line registers the saveSession routine to be called when the SAVE_SESSION trigger

is invoked. This happens when the user saves the session from the Chimera file menu. The
saveSession routine writes Python code to the session file that will restore the state of the

some_path and some_number global variables.
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Large Data Structures

If you need to save data structures whose r epr () would be hundreds or thousands of
characters long, you should use SimpleSession's sesRepr () function instead which will
insert newlines periodically. The resulting session has a better chance of being user-
editable and passing through various mailer programs without corruption.

Session File Format
Here is the code written to the session file by the above example.

def restoreSessi onSaveExanpl e():

| nport Sessi onSaveExanpl e

Sessi onSaveExanpl e. restoreState('/hone/smth/tralala.data','3")
try:

rest or eSessi onSaveExanpl e()
except:

report RestoreError (' Error restoring SessionSaveExanpl e')

Code written by other extensions will appear before and after this code. The
restoreSessionSaveExample function is defined to keep extra names out of the global
namespace of the session file. This is to avoid name conflicts. The
restoreSessionSaveExample routine is called within a try statement so that if an error
occurs it won't prevent code later in the session file from being called. The
reportRestoreError routine is defined at the top of the session file by SimpleSession.

Saving Complex Data

The SessionUtil module helps writing and reading the state data for extensions that have
alot of state. It can convert class instances to dictionaries so they can be written to a file.
This is similar to the standard Python pickle module but provides better human readable
formatted output. It can handle a tree of data structures. Look at the ScaleBar extension
code to see how to use SessionUtil.

Restoring References to Molecular Data

You can save references to molecules, residues, atom, bonds, pseudobonds, VRML models,
and MSMS surfaces by calling SimpleSession's sessi onl () function with the item to save
as the only argument. The repr () of the return value can then be written into the session

file. During the restore, the written session ID value should be given to SimpleSession's

i dLookup() function, which will return the corresponding molecular data item.

Custom Molecular Attributes
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If you add non-standard attributes to Molecules/Residues/Bonds/Atoms that you want
preserved in restored sessions, use SimpleSession's regi ster Attri but e() function, e.g,:

i mport chinera
from Si npl eSession inport registerAttribute
regi sterAttri bute(chi nera. Mol ecul e, "gsarVval")

Note that the Define Attribute tool automatically does this registration, so it's only
attributes that you add directly from your own Python code that need to be registered as
above. Also, only attributes whose values are recoverable from their r epr () can be saved
by this mechanism, so values that are C++ types (Atoms, MaterialColors, etc.) could not be
preserved this way.

Restoring and Referring to Special Models

Non-molecular models cannot be located with the sessi onl () /7 i dLookup() mechanism.
Instead, SimpleSession has a nodel Map dictionary that can be used to map between a id/
subid tuple for a saved model and the actual restored model. So, during a session save, you
would get the tuple to save from a model with code like:

ref ToSave = (nodel.id, nodel. subid)

The values in nodel Map are actually lists of models with those particular id/subid values,
since multiple models may have the same id/subid (e.g. a molecule and its surface). So if
you are restoring a special model and want to update nodel Map, you would use code like
this:

I nport Sinpl eSessi on
Si npl eSessi on. nodel Map. setdefaul t (ref ToSave, []).append(restoredModel)

Keep in mind that the id/subid of the saved model may not be the same as the restored
model, particularly if sessions are being merged. The key used by nodel Map is always the
id/subid of the saved model.

If you are trying to refer to a non-molecular model using nodel Map, and that non-
molecular model is of class X, you would use code like this:

i mport Sinpl eSessi on
restoredMbdel = filter(lanbda m isinstance(m X), SinpleSession. nodel Map
[ ref ToSave] ) [ O]

Session Merging

If you are restoring your own models, you should try to restore them into their original ids/
subids if possible so that scripts and so forth will continue to work across session saves. In
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the case of sessions being merged, this of course could be problematic. SimpleSession has
a variable nodel O f set (i.e. Si npl eSessi on. nodel O f set ) which should be added to your
model's id to avoid conflicts during session merges. nodel O f set is zero during a non-
merging session restore.

Special Molecular/VRML Models
Some extensions may create their own Molecule or VRML instances that need to be restored
by the extension itself rather than by the automatic save/restore for Molecules/VRML

provided by SimpleSession. In order to prevent SimpleSession from attempting to save the
instance, use the noAut oRest or e() function once the instance has been created, like this:

I mport Sinpl eSessi on
Si npl eSessi on. noAut oRest or e(i nst ance)

Your extension is responsible for restoring all aspects of the instance, including selection
state.

Post-Model Restore

If restoring code should be called only after all models have been restored then the
SimpleSession.registerAfterModelsCB routine should be used.

def afterModel sRest oredCB(arg):
# do sone state restoration now that nodel s have been created

I mport Sinpl eSessi on
Si npl eSessi on. regi st er Aft er Model sCB(aft er Model sRest or edCB, arQ)

The 'arg' can be omitted in both the registration and callback functions.

Saving Colors

Similar to sessi onl D for molecular data, there is col or | D function that returns a value
whose r epr () can be saved into a session file. During a restore, that value can be given to
SimpleSession's get Col or function to get a Color object back.

Closing a Session

The Close Session entry in the Chimera file menu is meant to reset the state of Chimera,
unloading all currently loaded data. Extensions can reset their state when the session is
closed by handling the CLOSE_SESSION trigger as illustrated below.

def cl oseSession(trigger, al, a2):
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default_path = '/defaul t/path'
default nunber =1
restoreState(default _path, default_ nunber)

| nport chinera
chimera.triggers.addHandl er (chi nmera. CLOSE_SESSI ON, cl oseSessi on, None)

Changing Behavior During a Session Restore

If an extension needs to behave differently during a session restore than at other times (e.
g. react differently to newly opened models), then it can register for the
BEGIN_RESTORE_SESSION and END_RESTORE_SESSION triggers, in an analogous manner to
the CLOSE_SESSION trigger in the preceding section.

Running the Example

To try the example, save the above sections of code shown in red as file
SessionSaveExample.py. Use the Chimera Favorites/Preferences/Tools/Locations interface
to add the directory where you have placed the file to the extension search path. Show the
Python shell window using the Tools/Programming/IDLE menu entry and type the following
command.

>>> jnport Sessi onSaveExanpl e

Now save the session with the File/Save Session As... menu entry and take a look at the
session file in an editor. You should be able to find the restoreSessionSaveExample code in
the file. The current value of the some_path variable can be inspected as follows.

>>> Sessi onSaveExanpl e. sone_path
"/ home/smth/tral al a. dat a’

Now close the session with the File/Close Session menu entry and see that the some_path
variable has been reset to the default value.

>>> Sessi onSaveExanpl e. sone_pat h
"/ defaul t/ path'

Now reload the session with the File/Open Session menu entry and see that the some_path
variable has been restored.

>>> Sessi onSaveExanpl e. sone_pat h
"/honme/smth/tral al a. dat a'
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Measure Atomic-Level Quantities

This example shows how to measure atomic-level (rather than volumetric) quantities
such and angles, RMSDs, surface areas, and so forth.

Atomic Coordinates in Chimera

The first concept to understand is that when models are moved in Chimera, the atomic
coordinates are not changed. Instead, a "transformation” matrix is updated that
transforms the model's original coordinates into "world" coordinates (i.e. into the
overall coordinate system). Consequently, there are two methods for obtaining a
coordinate from a chimera.Atom object: coor d() , which returns the Atom's original
coordinate, and xf or mCoor d() , which returns the transformed coordinate. Note that
some structure-editing activities in Chimera will change the original coordinates (e.g.
changing a torsion angle).

Therefore, if you are measuring quantities that might involve multiple models, you
should use the xf or nCoor d() method. If your measurements are completely intra-
model you can instead use the very slightly faster coor d() method.

Getting Atoms, Bonds, Residues

The "Chimera's Object Model" example discusses how to access various Chimera
objects in detail, but here's an executive summary for the tl;dr crowd:

Getting a list of open chimera.Molecule models

fromchinmera i nport OpenModel s, Ml ecul e
nol s = Qpenlbdel s. |i st (nodel Types=[ Mol ecul e])

Getting lists of chimera.Atoms/Bonds/Residues from a chimera.
Molecule object

The Atoms/Bonds/Residues in a chimera.Molecule object are contained in that object's
at ons/bonds/r esi dues attributes, respectively.
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Getting Atoms/Bonds/Residues from the current selection

To get the Atoms/Bonds/Residues in the current selection (perhaps set by the user or
earlier in the code via the r unCommand() function), use the cur r ent At ons/

current Bonds/curr ent Resi dues functions in the chimera.selection module, e.g.:

from chi nmera. sel ection inport currentAtons
sel _atonms = current At ons()

Getting Atoms/Bonds/Residues/Molecules from related Atoms/Bonds/
Residues

Here are some import methods/attributes for accessing Atoms/Bonds/Residues related
to other Atoms/Bonds/Residues:

Atom. nei ghbor s

Atom. pri mar yNei ghbor s()
Returns a list of the Atoms bonded to the given Atom. Some high-resolution
structures can have multiple positions for a single atom, and in those cases
pri mar yNei ghbor s() will only return one Atom among those positions whereas
nei ghbor s will return all of them.

Atom. bonds

Atom. pri mar yBonds()
Returns a list of the Bonds the Atom is involved in. pri mar yBonds() is
analogous to Atom. pri mar yNei ghbors() .

Atom. bondsMap
Returns a dictionary whose keys are Atoms the given Atom is bonded to, and the
values are the corresponding Bonds.

Atom. r esi due
Returns the Residue the Atom is in.

Atom. nol ecul e
Returns the Molecule model the Atom is in.

Bond. at ons
Returns a list of the two Atoms forming the Bond.

Residue. at ons
Returns a list of the Atoms in the Residue.

Residue. at ons Map
Returns a dictionary whose keys are atom names. The values are lists of Atoms
with the corresponding name. The values are lists because in some structure
formats (e.g. Mol2, XYZ) small molecules atoms are not given unique names (for
example, all carbons are named "C"). Also, PDB files where an atom has alternate
locations will produce multiple Atoms with the same name in a Residue.

Residue. nol ecul e
Returns the Molecule model the Residue is in.
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Point objects

Both the Atom. coor d() and Atom. xf or nCoor d() methods return chimera.Point
objects. Point objects have the following built-in measurement methods:

Point. di st ance( Point)
Returns the distance in angstroms between the two Points.

Point. sqdi st ance( Point)
Returns the square of the distance in angstroms between the two Points. Taking
square roots is slow, so this method is faster than the di st ance() method.
Therefore in code where speed is important, when possible you should work with
squares of distances rather than the distances themselves (e.g. when comparing a
distance to a cutoff value, compare the squares instead [and make sure to only
compute the square of the cutoff once!]).

Basic Measurement Functions
The chimera module offers several basic measurement functions:

chi mer a. di st ance( Point, Point)

chi mer a. sqdi st ance( Point, Point)
Returns the distance (or distance squared) in angstroms between the two Points.
Functionally identical to Point.distance(Point) and Point.sqdistance(Point) methods
respectively.

chi mer a. angl e( Point, Point, Point)
Returns the angle in degrees formed by the points. The angle value ranges from -
180 to 180.

chi ner a. di hedr al ( Point, Point, Point, Point)
Returns the dihedral angle in degrees formed by the points. The angle value
ranges from -180 to 180. Note that Residues have phi, psi, and chil through
chi4 attributes that can be queried for the corresponding values (value will be
None if the Residue lacks that kind of angle). In fact, those attributes can be set
and the structure will be adjusted appropriately!

Here's a simple code snippet for finding the angle between three atoms (al, a2, a3) that
may not all be in the same model (and therefore need to have the xf or nCoor d()
method used to fetch their coordinates):
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i nport chinera
angl e = chi nera. angl e(al. xf ornCoord(), a2.xfornCoord(), a3.xfornCoord())

Alternatively, if the three atoms are in a list (atoms), you can use slightly fancier Python:

i nport chinera
angl e = chinera. angl e(*[a. xfornCoord() for a in atons])

Axes, Planes, Centroids

Preliminaries

The centroi d, axi s, and pl ane functions described below utilize chimera.Point,
chimera.Vector, and chimera.Plane objects for some of their return values. A chimera.
Point object, described previously, abstracts a point in Cartesian 3-space. A chimera.
Vector objects abstracts a direction vector in 3-space with finite length (i.e. it is not
infinite and has an associated length). A chimera.Plane object abstracts an infinite plane
in 3-space. Each of these objects has useful member functions that you can learn about
by using the help Python function in the IDLE tool (e.g. hel p(chi nera. Pl ane) ). For
instance, if p is a Plane and ptis a Point, then p. di st ance( pt) is the distance from the
Point pt to the Plane p.

The axi s and pl ane functions take an n-by-3 numpy array as one of their input
arguments. The easiest way to generate such an array from Atom coordinates is to use
the nunpyAr r ayFr omAt ons function from the chimera module (i.e. chi ner a.

nunpyAr r ayFr omAt ons( Atoms) or, if transformed coordinates are required, chi ner a.
nunpyAr r ay Fr omAt ons( Atoms, xf or med=Tr ue)).

The Functions

The StructMeasure module has three convenient functions for finding the best-fitting
axis, centroid, or plane through a set of points. They are:

St ruct Measur e. cent r oi d( points, wei ght s=None)
Returns a chimera.Point object. points is a sequence of chimera.Point objects.
wei ght s is an optional sequence of corresponding numeric weights to give those
Points when computing the centroid. wei ght s is most frequently used when mass
weighting is desired. To that end, it is useful to know that the mass of atom a is
given by a. el enent . nass.
St ruct Measur e. axi s( xyzs, fi ndBounds=Fal se, fi ndRadi us=Fal se, i t er at e=Tr ue,
wei ght s=None)
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Returns a chimera.Point and chimera.Vector. The Point is the center of the axis,
and the Vector indicates the direction of the axis (and is of unit length). As
discussed in Preliminaries, xyzs is an n-by-3 numpy array. If f i ndBounds is

Tr ue, two floating point numbers are appended to the return values, indicating
the scaling values needed for the Vector to reach the approximate end of the axis
given the input coordinates. One of the scaling values will be negative. If

fi ndRadi us is Tr ue, a floating point number, indicating the approximate radius
of the axis given the input coordinates, will be appended to the return values. If

i terateis True, the best-fitting axis as determined by principal-component
analysis will be iteratively tweaked to try to get the axis as equidistant as possible
from the points determining the axis. For helical sets of atoms, the principal-
component axis will tend to tilt towards the final atoms of the helix. The tilt is
more pronounced the shorter the helix, and i t er at e attempts to correct the tilt.
wei ght s is the same as in the cent r oi d function.

St ruct Measur e. pl ane( xyzs, fi ndBounds=Fal se)

Returns a chimera.Plane whose origin is the centroid of xyzs. As discussed in
Preliminaries, xyzs is an n-by-3 numpy array. If fi ndBounds is Tr ue, a Point,
which represents the furthest xyz from the origin when projected onto the Plane,
is appended to the return value.

Surface Areas

Once a surface has been computed for a model, all Atoms and Residues of that model

will have an ar eaSAS attribute (solvent accessible surface area) and an ar eaSES

attribute (solvent excluded surface area). One possible way to get a surface computed

for a model is to call the surface command via the r unConmand() function.
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Creating Molecules

Molecules may be created using only Python code. The following example shows
how to create a single water molecule.

Example CreateMolecule.py

Function cr eat eWAt er creates a water molecule.
def createWater():

Import the object that tracks open models and several classes from the
chi mer a module.

fromchi nera i nport openMddel s, Mol ecul e, El enent, Coord

Create an instance of a Molecule
m = Mol ecul e()

Molecule contains residues. For our example, we will create a single residue
of HOH. The four arguments are: the residue type, chain identifier, sequence
number and insertion code. Note that a residue is created as part of a
particular molecule.

r = mnewResi due("HOH", " ", 1, " ")

Now we create the atoms. The newAtom function arguments are the atom
name and its element type, which must be an instance of Element. You can
create an Element instance from either its name or atomic number.

atonOD = mnewAton("O', Elenent("0"))
at onHl m newAt on( " H1", Elenent(1))
at onH2 m newAt om("H2", Elenment("H"))

Set the coordinates for the atoms so that they can be displayed.

frommth inport radians, sin, cos

bondLength = 0.95718

angl e = radi ans(104. 474)

at onO. set Coord( Coord(0, 0, 0))

at onHl. set Coor d( Coor d( bondLengt h, 0, 0))

at onH2. set Coor d( Coor d( bondLength * cos(angl e), bondLength * sin

(angle), 0))
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Next, we add the atoms into the residue.

r. addAt on( at on0)
r. addAt on( at onH1)
r. addAt on( at onH2)

Next, we create the bonds between the atoms.

m newBond( at onO, at onHl)
m newBond( at on0, at onH2)

Finally, we add the new molecule into the list of open models.
openMbdel s. add([ nl)

Call the function to create a water molecule.
createWater ()

Code Notes

If multiple water molecules were needed, they should probably be created as
multiple residues (with different sequence numbers) in the same molecule.

Running the Example

You can execute the example code by downloading the linked Python script and
opening it with the File—=+Open menu item or with the open command. Note that
the .py extension is required for the open dialog/command to recognize that the
file is a Python script.
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Running a Background Process

Chimera may be used in conjunction with command line programs, e.g., Modeller,

by creating the required input files, executing the program, and importing the
generated results, e.g., as attributes of molecules.

Example RunSubprocess.py

Class Count At ons assigns two attributes, "numAtoms" and "numHetatms", to a
molecule by exporting the molecule as a PDB file and running the "grep" program
twice. The "grep" invocations are run in the background so that Chimera stays
interactive while they execute.

cl ass Count At ons:

The constructor sets up a temporary file for the PDB output, and a Chimera
task instance for showing progress to the user.

def _init_ (self, m grepPath):

Generate a temporary file name for PDB file. We use Chimera's
osTenpor ar yFi | e function because it automatically deletes the file
when Chimera exits.

I nport OpenSave
sel f. pdbFil e = OpenSave. osTenporaryFi |l e(suffix=".pdb",

prefix="rg")
self.outFile = OQpenSave. osTenporaryFil e(suffix=".out",
prefix="rg")

Write molecule in to temporary file in PDB format.

self.nmolecule = m
I nport M das
Mdas.wite([n], None, self.pdbFile)

Set up a task instance for showing user our status.

fromchinmera inport tasks
sel f.task = tasks. Task("atom count for %" % m nane, self.
cancel CB)

Start by counting the ATOM records first.
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sel f. count At ons()

cancel CB is called when user cancels via the task panel
def cancel CB(sel f):

sel f. nol ecul e = None

count At onrs uses "grep” to count the number of ATOM records.
def count Atons(sel f):

fromchinmera inport SubprocesshMnitor as SM

self.outF = open(self.outFile, "w")

sel f.subproc = SM Popen([ grepPath, "-c", ""ATOM', self.
pdbFile ], stdout=self.outF)

SM noni tor ("count ATOWw", self.subproc, task=self.task,
af t er CB=sel f. _count At onsCB)

_count At onsCB is the callback invoked when the subprocess started by
count At ons completes.

def _count At onsCB(sel f, aborted):

Always close the open file created earlier
sel f.outF. cl ose()

If user canceled the task, do not continue processing.
I f aborted or self.nolecule is None:

sel f.finished()
return

Make sure the process exited normally.

I f self.subproc.returncode '= 0 and sel f. subproc.
returncode != 1:

sel f.task. updat eSt at us(" ATOM count fail ed")
sel f.finished()
return

Process exited normally, so the count is in the output file. The error
checking code (in case the output is not a number) is omitted to keep
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this example simple.

f = open(self.outFile)

data = f.read()

f.close()

sel f. nol ecul e. numAt ons = i nt(data)

Start counting the HETATM records
sel f. count Het at ns()

count Het at ns uses "grep" to count the number of HETATM records.
def count Hetat ns(sel f):

fromchimera inport Subprocesshnitor as SM
self.outF = open(self.outFile, "w")

sel f.subproc = SM Popen([ grepPath, "-c"
pdbFile ], stdout=self.outF)

SM noni tor ("count HETATMs", self.subproc, task=self.task,
af t er CB=sel f. count Het at nsCB)

, ""HETATM', self.

_count Het at nsCB is the callback invoked when the subprocess started by
count Het at ns completes.

def _countHetatnsCB(self, aborted):

Always close the open file created earlier
sel f.outF. cl ose()

If user canceled the task, do not continue processing.
I f aborted or self.nolecule is None:

sel f.finished()
return

Make sure the process exited normally.

I f self.subproc.returncode '= 0 and sel f. subproc.
returncode != 1:

sel f.task. updat eSt at us(" HETATM count fail ed")
sel f.finished()
return
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Process exited normally, so the count is in the output file. The error
checking code (in case the output is not a number) is omitted to keep
this example simple.

f = open(self.outFile)

data = f.read()

f.close()

sel f. nol ecul e. nunHetatns = i nt(data)

No more processing needs to be done.
sel f.finished()

fi ni shed is called to clean house.
def finished(self):

Temporary files will be removed when Chimera exits, but may be
removed here to minimize their lifetime on disk. The task instance must
be notified so that it is labeled completed in the task panel.

sel f.task. finished()

Set instance variables to None to release references.

sel f.task = None
sel f. nol ecul e = None
sel f. subproc = None

Below is the main program. First, we find the path to the "grep"” program. Then, we
run CountAtoms for each molecule.

fromCG.util inport findExecutable
grepPat h = findExecut abl e. fi ndExecut abl e("grep")
I f grepPath i s None:

fromchi mera i nport NonChi nmerakError
rai se NonChi neraError (" Cannot find path to grep")

Add "numAtoms" and "numHetatms" attributes to all open molecules.

| nport chinmera
fromchinmera inport Ml ecule
for min chinmera. openhMdel s. i st(nodel Types=[ Mol ecul e]):

Count At ons(m grepPat h)
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Running the Example

You can execute the example code by downloading the linked Python script and
opening it with the File—=+Open menu item or with the open command. Note that
the .py extension is required for the open dialog/command to recognize that the
file is a Python script.

http://www.rbvi.ucsf.edu/chimera/1.8/docs/P...mmersGuide/Examples/Main_RunSubprocess.html (5 of 5) [6/4/13 4:18:20 PM]


http://www.cgl.ucsf.edu/chimera/docs/UsersGuide/opensave.html#opendialog
http://www.cgl.ucsf.edu/chimera/docs/UsersGuide/midas/open.html

C/C++ Extension Example

Writing a C/C++ Chimera Extension

Caveat

The header files declaring Molecules, Residues, etc., are available for download.

This allows C/C++ extensions to work with molecular data classes, but not add
methods and/or data to those classes. The support for inserting methods and data
into molecular classes will be made available some time later in the Chimera
"developer" release.

What you can do now

Basically, you write an extension conforming to Python's normal C/C++ API. Once

you have a compiled shared library, put it in Chimera's lib subdirectory and you will
then be able to import it and use its functions from your Python code.
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Chimera Menu/Widget Text Guidelines

. Goals

. to promote consistent text usage in Chimera's user interfaces
. to provide guidelines for developers and programmers
. to promote awareness and discussion

. Font

The default font type and size should be used.

[1l. Menus

Illa. General Scheme

Primary (one word, noun or verb, capitalized)

Secondary (words capitalized as in a title)
tertiary or lower (nuneral or |owercase,
except proper nouns)

Proper nouns include atom types, elements, and extension (tool) names.
Examples:

Sel ect
Chem stry
el enent
ot her
Fe- Hg
Fe
(etc.)
Resi due
am no acid category
al i phatic
(etc.)
Sel ection Mdde (repl ace)
append
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(etc.)
Acti ons
At onrs/ Bonds
wre wdth
1
(etc.)
Ri bbon
show
(etc.)
Tool s
Uilities
Browser Configuration
(etc.)

Illb. Usage of Ellipses

The ellipsis string "..." should indicate a menu item that opens an additional
interface which requires user input to accomplish the function described by its
name (one-shot panels, as opposed to those intended to be left up for a series of

user interactions). For now, Tools are exempted from this guideline.

We decided that "..." should not indicate a menu item which simply opens an
additional interface, since practically all items would then require it.

There also needs to be consistency in whether "..." is preceded by a space; we
recommend no space.

Finally, should "..." appear on buttons as well as menu items? If so, the same
criteria should apply.

V. Widgets (GUISs)

This is the broadest grouping, and thus less amenable to standardization. It
includes panels and dialog boxes generated by built-in functions as well as
extensions to Chimera. General recommendations:

. Title of Widget
- one or more words to appear on the top bar, capitalized as a title, no colon
or period at the end; should be the same text as the invoking menu item or
button (except sans any "...")

. Brief Header for a section
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- capitalized as a title, optional colon at the end (but no colon when sections
are treated as "index cards")
. Longer description of a section
- first word capitalized, subsequent words not capitalized unless proper
nouns or acronyms; optional colon at the end, no period
. Instructive statement
- first word capitalized, subsequent words not capitalized unless proper
nouns or acronyms; no period
Example:
Ctrl-click on histogram to add or delete thresholds in the Volume Viewer
Display panel
. [box] Description next to a checkbox
- first word capitalized, subsequent words not capitalized unless proper
nouns or acronyms; no period or question mark
o exception: when the checkbox indicates a section to be expanded/
compacted, the text may be capitalized as a title (instead of only the
first word being capitalized).
. Item name: [blank, color well, slider, pulldown menu or checkbox list]
or (especially if there are many of these in the widget)
item name: [blank, color well, slider, pulldown menu or checkbox list]
- first word of item name optionally capitalized, subsequent words not
capitalized unless proper nouns or acronyms; colon separating the item name
from the value(s); options in a pulldown menu or checkbox list not
capitalized unless proper nouns or acronyms
o exception: when the item name and pulldown option together describe
a section, both should be capitalized and the colon is optional
Examples:
Inspect [Atom/etc.] in the Selection Inspector
Category: [New Molecules/etc.] in the Preferences Tool
. Phrase with [blank, color well, pulldown menu, or checkbox list]
embedded
- first word capitalized, no colon, period or question mark; the blank (etc.)
should not start the phrase
. Phrase with [button] embedded
- 1-2 words actually on the button, others trailing and/or preceding; the first
word should be capitalized whether or not on the button; no colon, period or
question mark; the button may start the phrase
. buttons marked OK, Apply, Cancel, Help
- common but optional
. widget-specific buttons
- 1-2 words, each capitalized if the button brings up another panel, at least
the first word capitalized otherwise; if another panel is evoked, consider
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using "..."

UCSF Computer Graphics Laboratory / November 2004
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# Import Chimera modules used in this example.
import chimera

# First, we'll open up amodel to work with. This molecule (4fun) isvery small,

# comprised of just a couple residues, but it is perfect for illustrating

# someimportant components of Chimera's object model.

# For more information on how to open/close modelsin Chimera, see the

# "Basic Model Manipulation” Example in the Programmer's Guide (coming soon). For now,
# just understand that this code opens up any molecules stored in the file

# "4dfun.pdb” and returns alist of references to opened models.

# (Put 4fun.pdb on your desktop or change the path in the command below.)

#

#

.. "4fun.pdb” 4fun.pdb
opened = chimera.openM odel s.open('~/Desktop/4fun.pdb’)

# Because only one molecule was opened, ‘opened’ is alist with just one element.
# Get areference to that element (which isa'Molecule

# instance) and storeit in 'mol’

mol = opened[0]

# Now that we have a molecule to work with, an excellent way of examining its data structuresisto flatten it out and write
# ittoafile. Well writethisfilein the 'mol2' format, afree-format ascii file that describes molecular structure.

# Itisnot necessary to have any prior knowledge of the 'mol2’ format to understand this example, just abasic

# comprehension of file formats that use coordinate data. Check out the "finished product".

# It should serve as a good reference while you're going through the example.

# Get areferenceto afileto writeto:

#

# .. "finished product" 4fun.mol2

f = open("4fun.mol2", 'w")

# mol2 uses a series of Record Type Indicators (RTI), that indicate the type of structure that will be described in
# thefollowing lines.

# AnRTI issmply an ASCII string which starts with an asterisk ('@"), followed by a string of characters,

# andisterminated by anew line.

# Here, we define some RTI's that we will use througout the file to describe the various parts of our model:

MOLECULE_HEADER ="@<TRIPOS>MOLECULE"
ATOM_HEADER ="@<TRIPOSSATOM"
BOND_HEADER ="@<TRIPOS>BOND"
SUBSTR_HEADER ="@<TRIPOS>SUBSTRUCTURE"

# The'chimera2sybyl' dictionary is used to map Chimera atom types
# to Sybyl atom types. See section below on writing out per-atom
# information.
chimera2sybyl = {
'C3 :'C3, 'C2:'C2, 'Ca':.'Ca', 'Cac':'C2,
'Cl :'C.l, 'N3+:'N.4, 'N3 :'N.3, 'N2 :'N.2,
‘Npl': 'N.pl3', 'Ng+':'N.pl3', 'Ntr':'N.2, 'Nox':'N.4,
'‘N1+:'N.1, 'N1' :'N.1, 'O3 :'0.3, 'O2 :'0.2,
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'Oar':'0.2", '03-':'0.co2', 'O2-':'0.co2', 'S3+':'S.3,
'S3 'S3, 'S2 :'S2, 'Sac':'S.02, 'Son':'S.02,
'Sxd':'S.O, 'Pac':'P.3, 'Pox':'P.3, 'P3+':'P.3,
'HC' : 'H', 'H' :'H, 'DC' :'H, D' 'HY

P 'P3, 'S :'S3, 'Sar':'S.2, 'N2+':'N.2

}

# Writing Out per-Molecule Information

#

#

# The"<TRIPOSSMOLECULE" RTI indicates that the next couple of lineswill contain information relevant
# tothemolecule as awhole. First, write out the Record Type Indicator (RTI):

f.write("%s\n" % MOLECULE_HEADER)

# The next line contains the name of the molecule. This can be accessed through the 'mol.name’ attribute.

# (Remember, 'mol’ is areference to the molecule we opened). If the model you open came from a pdb file, 'name’ will most
# often be the name of the file (without the '.pdb’ extension). For this example, 'mol.name' is "4fun".

f.write("%s\n" % mol.name)

Next, we need to write out the number of atoms, number of bonds, and number of substructuresin the model (substructures
can be several different things; for the sake of simplicity, the only substructures we'll worry about here are residues).
This data is accessible through attributes of a molecule object: 'mol.atoms, ‘'mol.bonds, and 'mol.residues’ all contain
lists of their respective components. We can determine how many atoms, bonds, or residues this

molecule has by taking the 'len’ of the appropriate list.

savethelist of referencesto al the atomsin 'mol:

ATOM_LIST = mol.atoms

# savethelist of referencesto al the bondsin 'mol':

BOND_LIST = mol.bonds

# savethelist of referencesto al the residuesin 'mol':

RES LIST =mol.residues

HH R

f.write("%d %d %d\n" % (len(ATOM_LIST), len(BOND_LIST), len(RES_LIST)))

# typeof molecule
f.write("PROTEIN\N")

# indicate that no charge-related information is available
f.write("NO_CHARGES\n")

f.write("\n\n")

Writing Out per-Atom Information

Next, write out atom-related information. In order to indicate this, we must first write out the
atom RTI:
f.write("%s\n" % ATOM_HEADER)

#
#
#
#
#

# Eachline under the'ATOM' RTI consists of information pertaining to a single atom. The following information about each
# atom isrequired: an arbitrary atom id number, atom name, x coordinate, y coordinate, z coordinate, atom type, id of the
# substructure to which the atom belongs , name of the substructure to which the atom belongs.
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#
#
#

Y ou can look at each atom in the molecule by looping through its 'atoms' attribute.
Remember, 'ATOM_LIST" isthelist of atoms stored in 'mol.atoms." It's more efficient
to get the list once, and assign it to avariable, then to repeatedly ask for 'mol.atoms.

for atomin ATOM_LIST:

# Now that we have areference to an atom, we can write out al the necessary information to thefile.
# Thefirst field isan arbitrary id number. We'll just use that atom's index within the 'mol.atoms’ list.
f.write("%d " % ATOM_LIST.index(atom) )

# Next, we need the name of the atom, which is accessible viathe 'name' attribute.
f.write("%s" % atom.name)

Now for the x, y, and z coordinate data.

Get the atom's 'xformCoord' object. Thisis essentially awrapper that holds information about the
coordinate position (x,y,z) of that atom. 'xformCoord.x', 'xformCoord.y', and 'xformCoord.z' store the x, y,
and z coordinates,

respectively, as floating point integers. This information comes from the coordinates given for each atom
specification in the input file

coord = atom.xformCoord()

f.write("%g %g %g " % (coord.x, coord.y, coord.z) )

H o H R HH

# Thenext field in this atom entry isthe atom type. Thisis astring which stores information about the

# chemical properties of the atom. It is accessible through the 'idatmType' attribute of an atom object.

# Because Chimera uses dightly different atom types than SYBYL (the modeling program for which .mol2 is the primary
# input format), use adictionary called chimera2sybyl (defined above) that converts Chimera's atom typesto

# the corresponding SYBYL version of the atom's type.

f.write("%s " % chimera2sybyl[atom.idatmType])

# Thelast two fieldsin an atom entry pertain to any substructures to which the atom may belong.

# Aspreviously noted, we are only interested in residues for this example.

# Every atom object has a'residue’ attribute, which is a reference to the residue to which that atom belongs.
res = atom.residue

# Here, well use 'res.id' for the substructure id field. 'res.id' is a string which represents a unique id
# for that residue (a string representation of a number, i.e. "1" , which are sequential, for al the

# residuesinamolecule).

f.write("%s" % res.id)

# Thelast field to writeis substructure name. Here, we'll use the 'type’ attribute of 'res. the 'type' attribute contains
# astring representation of the residue type (e.g. "HIS", "PHE", "SER"...). Concatenate onto this the residue's 'id'
# to make a unique name for this substructure (because it is possible, and probable, to have more than one

# "HIS" residuein amolecule. Thisway, the substructure name will be "HIS6" or "HIS28")

f.write("%s%s\n" % (res.type, res.id) )

f.write("\n\n")

#
#
#
#

Writing Out per-Bond Information

Now for the bonds. The bond RTI says that the following lines will contain information about bonds.

f.write("%s\n" % BOND_HEADER)
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# Each line after the bond RTI contains information about one bond in the molecule.

# Asnoted earlier, you can access al the bonds in a molecule through the 'bonds' attribute,
# which containsalist of bonds.

for bondin BOND_LIST:

# each bond object has an 'atoms attribute, which islist of length 2, where each item in thelist is
# areference to one of the atoms to which the bond connects.
al, a2 = bond.atoms

# Thefirst field in amol2 bond entry is an arbitrary bond id. Once again, we'll just use that
# bond's index in the 'mol.bonds' list
f.write("%d " % BOND_LIST.index(bond) )

# Thenext two fields are the ids of the atoms which the bond connects. Since we have areference to both these
# atoms (stored in 'al' and 'a2'), we can just get the index of those objects in the 'mol.atoms' list:
f.write("%s %s" % (ATOM_LIST.index(al), ATOM_LIST.index(a2)) )

# Thelast field in thisbond entry is the bond order. Chimera doesn't currently calcuate bond orders,
# but for our educationa purposes here, thiswon't be a problem.

# Themol2 format expects bond order asastring: "1" (first-order), "2" (second-order), etc., so

# just writeout "1" here (even though this may not be correct).

f.write(" 1\n")

f.write("\n\n")

Writing Out per-Residue Information

Almost done!!! The last section contains information about the substructures (i.e. residues for this example)
Y ou know the drill:
f.write("%s\n" % SUBSTR_HEADER)

#
#
#
#
#

# We've dready covered some of these items (see above):
for resin RES_LIST:

# residueidfield

f.write("%s" % res.id)

# residue namefield
f.write("%s%s " % (res.type, res.id) )

# thenext field specifiesthe id of the root atom of the substructure. For the case of residues,

# well use the apha-carbon as the root.

# Eachresidue has an'atomsMap' attribute which isadictionary. The keysin thisdictionary are

# atomnames(e.g. 'C, 'N', 'CA"), and the values are lists of references to atomsin the residue that have that
# name. So, to get the alpha-carbon of thisresidue:

alpha_carbon = res.atomsMap['CA"][O]

# and get theid of ‘apha_carbon' from the 'mol.atoms' list
f.write("%d " % ATOM_LIST.index(alpha_carbon) )

# Thefina field of this substructure entry is a string which specifies what type of substructureit is:
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f.write("RESIDUE\N")

f.write("\n\n")

f.close()

# Andthat'sit! Don't worry if you didn't quite understand al the ins and outs of the mol2 file format.

# The purpose of this exercise was to familiarize yourself with Chimera's object model; writing out amol2 file

# wasjust aconvenient way to do that. The important thing was to gain an understanding of how Chimera's atoms,
# bonds, residues, and molecules al fit together.
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@<TRIPOS>MOLECULE
Afun.pdb

47 48 6

PROTEIN
NO_CHARGES

@<TRIPOS>ATOM

O N 49.668 24.248 10.436 N.4 1 HIS1

1 CA 50.197 25.578 10.784 C.3 1 HIS1
2C49.169 26.701 10.917 C.2 1 HIS1
3048.241 26.52411.749 0.2 1 HIS1

4 CB 51.312 26.048 9.843 C.3 1 HIS1

5 CG 50.958 26.068 8.34 C.ar 1 HIS1

6 ND1 49.636 26.144 7.86 N.p|3 1 HIS1
7 CD251.797 26.043 7.286 C.ar 1 HIS1
8 CE1 49.691 26.152 6.454 C.ar 1 HIS1

9 NEZ2 51.046 26.09 6.098 N.pl3 1 HIS1
10 N 49.788 27.85 10.784 N.pl3 2 SER2
11 CA 49.138 29.147 10.62 C.3 2 SER2
12 C47.713 29.006 10.11 C.2 2 SER?

13 O 46.74 29.251 10.864 O.2 2 SER?2

14 CB 49.875 29.93 9.569 C.3 2 SER2

15 OG 49.145 31.057 9.176 O.3 2 SER?2
16 N 47.62 28.367 8.973 N.pl3 3 GLN3
17 CA 46.287 28.193 8.308 C.3 3 GLN3
18 C 45.406 27.172 8.963 C.2 3 GLN3
19 0 44.198 27.508 9.014 O.2 3 GLN3
20 CB 46.489 27.963 6.806 C.3 3 GLN3
21 CG 45.13827.86.111 C.33 GLN3

22 CD 45.304 27.952 4.603 C.2 3 GLN3
23 OE1 46.432 28.202 4.112 0.2 3 GLN3
24 NE2 44.233 27.647 3.897 N.pI3 3 GLN3
25N 46.014 26.3949.871 N.pI34 GLY4
26 CA 45422 25.287 10.68 C.34 GLY4
27 C43.89225.21510.719C.24 GLY4
28 0 43.287 26.155 11.288 O.24 GLY 4
29 N 43.406 23.993 10.767 N.pl3 5 THR5
30 CA 42.004 23.642 10.443 C.35 THR5
31 C40.788 24.146 11.252 C.25 THR5
32 0 39.804 23.384 11.41 O.25 THR5
33 CB 41.934 22.202 9.889 C.3 5 THR5
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34 OG141.08 21.317 10.609 O.3 5 THR5
35 CG2 43.317 21.556 9.849 C.35 THR5
36 N 40.628 25.463 11.441 N.pl3 6 PHEG
37 CA 39.381 25.95 12.104 C.3 6 PHEG

38 C 38.156 25.684 11.232 C.2 6 PHEG

39 0 37.231 25.002 11.719 O.2 6 PHEG

40 CB 39.407 27.425 12.584 C.3 6 PHEG
41 CG 38.187 27.923 13.43 C.ar 6 PHEG
42 CD1 36.889 27.518 13.163 C.ar 6 PHEG
43 CD2 38.386 28.862 14.419 C.ar 6 PHEG
44 CE1 35.813 27.967 13.909 C.ar 6 PHEG
45 CE2 37.306 29.328 15.177 C.ar 6 PHEG
46 CZ 36.019 28.871 14.928 C.ar 6 PHEG

@<TRIPOS>BOND
023 SINGLE
121 SINGLE
210SINGLE
314 SINGLE
445 SINGLE
579 SINGLE

6 75SINGLE
789 SINGLE
886 SINGLE
956 SINGLE
1012 11 SINGLE
1112 13 SINGLE
1211 14 SINGLE
131110 SINGLE
1414 15 SINGLE
152 10 SINGLE
161817 SINGLE
171819 SINGLE
181720 SINGLE
191716 SINGLE
2020 21 SINGLE
2122 21 SINGLE
22 22 23 SINGLE
2322 24 SINGLE
24 12 16 SINGLE
2527 26 SINGLE
26 27 28 SINGLE
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27 26 25 SINGLE
28 18 25 SINGLE
29 31 30 SINGLE
3031 32 SINGLE
313033 SINGLE
3230 29 SINGLE
333335 SINGLE
34 33 34 SINGLE
352729 SINGLE
36 38 39 SINGLE
373837 SINGLE
38 37 36 SINGLE
39 3740 SINGLE
40 40 41 SINGLE
41 42 44 SINGLE
42 42 41 SINGLE
43 43 45 SINGLE
44 43 41 SINGLE
45 44 46 SINGLE
46 45 46 SINGLE
47 31 36 SINGLE

@<TRIPOS>SUBSTRUCTURE
1 HIS1 1 RESIDUE

2 SER2 11 RESIDUE

3 GLN3 17 RESIDUE

4 GLY4 26 RESIDUE

5 THR5 30 RESIDUE

6 PHEG 37 RESIDUE
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import chimera

# open up amoleculeto work with:

opened = chimera.openM odels.open('3fx2', type="PDB")
mol = opened[0]

Molecule Display Properties

#
#
#
# the'color' attribute represents the model-level color.

# Thiscolor can be controlled by the midas command 'maodel color'.

# The'color' assigned to a newly opened model is determined by a configurable preference (see discussion above).
# Programmatically, the model

# color can be changed by simply assigning a'MaterialColor' to 'molecule.color’. Molecules also have a

# ‘display' attribute, where avalue of 'True' corresponds to being displayed, and avalue of 'False'

# meansthe moleculeis not displayed.

# Soto make sure the molecule is shown (it is by default when first opened):

mol .display = True

# To color the molecule red,

# get areference to Chimera's notion of the color red (returns a'Material Color' object)
from chimera.colorTable import getColorByName

red = getColorByName('red')

# andassign it to 'mol.color'.

mol.color = red

# Notethat the model will appear red at this point because all the atoms/bonds/residues
# 'color' attributes are set to ‘None'

Atom Display Properties

Each atom in amolecule hasits own individual color,

accessible by the 'color' attribute. Upon opening a molecule, each atom's ‘color' is set to ‘'None';
it can be changed by assigning a new 'Material Color' to ‘atom.color'.

So, if we wanted to color al the alpha-carbon atoms blue, and al the rest yellow,

get references to the colors:

blue = getColorByName('blue)

yellow = getColorByName('yellow")

HHHHHHHH

# getalist of al the atomsin the molecule
ATOMS = mol.atoms
foratin ATOMS:
# check to seeif thisatom is an apha-carbon
if at.name =="CA".
at.color = yellow
ese
at.color = blue

Now, even though 'mol.color' is set to red, the molecule will appear to be blue and yellow. Thisis because each individual
atom's 'color' is visible over ‘mal.color'.

H*

Like molecules, atoms also have a'display’ attribute that controls whether or not the atom is shown.

While 'atom.display’ controls whether the atom can be seen at all, 'atom.drawMode' controls its visual representation.
The value of 'drawMode' can be one of four constants, defined in the 'Atom’ class.

Acceptable values for 'drawMode

are 'chimera. Atom.Dot' (dot representation), ‘chimera.Atom.Sphere’ (sphere representation),

HHHHH
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# 'chimera. Atom.EndCap' (endcap representation), or ‘chimera.Atom.Ball' (ball representation).
# S0, torepresent all the atoms in the molecule as "balls':
foratin ATOMS:

at.drawMode = chimera. Atom.Ball

Bond Display Properties

Bonds also contain 'color', and 'drawMode' attributes. They serve the same purposes here as they do

in atoms (‘color' isthe color specific to that bond, and ‘drawMode' dictates

how the bond is represented). ‘drawMode' for bonds can be either ‘chimera.Bond.Wire' (wire representation)

or ‘chimera.Bond.Stick' (stick representation).

The 'bond.display’ attribute accepts slightly different values than that of other objects.

While other objects 'display' can be set to either 'False’ (not displayed)

or 'True' (displayed), ‘bond.display’ can be assigned a value of ‘chimera.Bond.Never' (same as 'False' - bond is not
displayed), 'chimera.Bond.Always (same as 'True' - bond is displayed), or ‘chimera.Bond.Smart' which means that the
bond will only be

displayed if both the atomsit connects to are displayed. If not, the bond will not be displayed.

The heuristic that determines bond color is also alittle more complicated than for atoms.

Bonds have an attribute called 'halfbond'

that determines the source of the bond's color. If 'hafbond' is set to 'True', then the

bond derivesits color from the atoms which

it connects, and ignores whatever 'bond.color' is. If both those atoms are the same color (blue, for instance),

then the bond will appear blue. If the bonds atoms are different colors, then each half of the bond will correspond to the color
of the atom on that side. However, if ‘bond.halfbond' is set to 'False, then that bond's color

will be be derived from its 'color' attribute, regardless of the 'color's of the atoms which it connects (except in the case
'bond.color' is'Nonée, the bond will derive its color from one of the atoms to which it connects).

To set each bond's display mode to "smart", represent it as a stick, and turn halfbond mode on,

get alist of al bonds in the molecule

BONDS = mol.bonds

for bin BONDS:

b.display = chimera.Bond.Smart

b.drawMode = chimera.Bond.Stick

b.halfbond = True

HHEHFHHFHFHFHFEHFHFEHFHFEHFHFEHFHHHFHHRHR

Residue Display Properties

Residues are not "displayed” in the same manner that atoms and bonds are. When residues are displayed, they are
in the form of ribbons, and the attributes that control the visual details of the residues are named accordingly:
'ribbonDisplay’, 'ribbonColor', ‘ribbonDrawMode'. The values for ribbonDrawMode' can be ‘chimera.Residue.Ribbon_2D* (flat ribbon),
‘chimera.Residue.Ribbon_Edged' (sharp ribbon), or ‘chimera.Residue.Ribbon_Round' (round/smooth ribbon).
If aresidue's ribbonDisplay’ valueis set to 'False, it doesn't matter what 'ribbonDrawM ode'
is- the ribbon still won't be displayed!
Residues have three attributes that control how the ribbon is drawn. 'isTurn’, 'isHelix', and 'isSheet' (same as 'isStrand’) are
set to either "True' or 'False’ based on secondary structure information contained in the sourcefile (if available).
For any residue, only one of these can be set to 'True'.
o, to display only the residues which are part of an alpha-helix, as a smooth ribbon,
get alist of al the residuesin the molecule
RESIDUES = mol.residues
for rin RESIDUES:
# only for residues that are part of an apha-helix
if risHelix:
r.ribbonDisplay = True
r.ribbonDrawMode = chimera.Residue.Ribbon_Round

HHHFHHHFHHHHHHHH
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# Import system modules used in this example.
import re

# Import Chimera modules used in this example.
import chimera

# Define aregular expression for matching the names of protein

# backbone atoms (we do not include the carbonyl oxygens because
# they tend to clutter up the graphics display without adding

# much information).

MAINCHAIN = re.compile("(N|CA|C)$", re.l)

# Do the actual work of setting the display status of atoms and

# bonds. Thefollowing 'for' statement iterates over molecules.

# Thefunction call

# 'chimera.openModels.list(model Types=[chimera.Molecul€g])’

# returnsalist of all open molecules, non-molecular models such
# assurfaces and graphics objects will not appear in the list.

# Theloop variable 'm' refersto each model successively.

for min chimera.openModels.list(model Types=[chimera.Moleculg]):

# Thefollowing 'for' statement iterates over atoms. The

# attribute reference 'm.atoms returns alist of all atoms

# inmodd 'm', in no particular order. Theloop variable

# 'a refersto each atom successively.

for ain m.atoms:

Set the display status of atom 'a. First, we match

the atom name, 'a.name’, against the backbone atom
name regular expression, 'MAINCHAIN'. The function
call 'MAINCHAIN.match(a.name)' returns an 're.Match'
object if the atom name matches the regular expression
or 'None' otherwise. The display status of the atom

Is set to true if there is amatch (return value is not
‘None) and false otherwise.

adisplay = MAINCHAIN.match(a.name) != None

HoH O HHHHH

# By default, bonds are displayed if and only if both endpoint
# atoms are displayed, so therefore we don't have to explicitly
# set bond display modes; they will automatically "work right".
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# Function 'mainchain’ sets the display status of atoms

# and requires no arguments. The body of the function is
# identical to the example described in

# "Molecular Editing Using Python".

#
#

.. "Molecular Editing Using Python" MolecularEditing.html
def mainchain():
Note that due to afairly arcane Python behavior, we need to
import modules used by a (script) function inside the function itself
(the local scope) rather than outside the function (the
global scope). Thisis because Chimera executes scriptsin a
temporary module so that names defined by the script don't
conflict with those in Chimera's main namespace. When the
temporary module is deleted, Python sets all namesin the
module's global namespace to ‘None'. Therefore, by the time
this function is executed (by the toolbar button callback)
any modules imported in the global namespace would have the
value 'None' instead of being a module object.

T oH B H O HHHHTHEH

# Theregular expression module, 're, is used for matching atom names.
import re

# Import the object that tracks open models and the Molecule
# classfrom the 'chimera module.
from chimeraimport openModels, Molecule

mainChain = re.compile("(N|CA|C)$", re.l)
for m in openModels.list(model Types=[Molecul€]):
for ain m.atoms:
adisplay = mainChain.match(a.name) != None

# Need to import the 'chimera’ module to access the function to
# addtheicon to the toolbar.
import chimera

Create a button in the toolbar.

The first argument to ‘chimera.tkgui.app.toolbar.add' is the icon,

which is either the path to an image file, or the name of a standard
Chimeraicon (which is the base name of an image file found in the
"share/chimeralimages’ directory in the Chimerainstallation directory).
In this case, since 'ToolbarButton.tiff' is not an absolute path, the

icon will be looked for under that name in both the current directory

HoHHHHHEH
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and in the Chimera images directory.

The second argument is the Python function to be called when the button
ispressed (ak.a., the "callback function™).

The third argument is a short description of what the button does

(used typically as balloon help).

The fourth argument is the URL to afull description.

For this example the icon name is "'Tool barButton.tiff',

the Python function is 'mainchain’;

the short description is " Show Main Chain”;

and thereisno URL for context help.
chimera.tkgui.app.toolbar.add('ToolbarButton.tiff', mainchain, '‘Show Main Chain', None)

HHE R RN R R
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Example MolecularEditing.py

Import system modules used in this example.
| nport re

Import Chimera modules used in this example.
| nport chi nmera

Define a regular expression for matching the names of protein backbone atoms (we
do not include the carbonyl oxygens because they tend to clutter up the graphics
display without adding much information).

MAI NCHAIN = re.conpile("*(NJCAIC$", re.l)

Do the actual work of setting the display status of atoms and bonds. The following
f or statement iterates over molecules. The function call chi ner a. openhbdel s.

| i st (nodel Types=[ chi mera. Mol ecul e]) returns a list of all open molecules;
non-molecular models such as surfaces and graphics objects will not appear in the
list. The loop variable mrefers to each model successively.

for min chinmera. openMdel s. i st (nodel Types=[chi nera. Mol ecul e]):

The following f or statement iterates over atoms. The attribute reference m
at ons returns a list of all atoms in model m in no particular order. The loop
variable a refers to each atom successively.

for a in matons:

Set the display status of atom a. First, we match the atom name, a.
name, against the backbone atom name regular expression, MAI NCHAI N.
The function call MAI NCHAI N. mat ch(a. nane) returns anre. Mat ch
object if the atom name matches the regular expression or None
otherwise. The display status of the atom is set to true if there is a
match (return value is not None) and false otherwise.

a. di splay = MAI NCHAI N. mat ch(a. nane) != None

By default, bonds are displayed if and only if both endpoint atoms are
displayed, so therefore we don't have to explicitly set bond display modes;
they will automatically "work right".
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The contents of "ToolbarButtonPackage/ _init__.py" is
identical to the first section of code in "Toolbar Buttons'.

#
#
#
# .. "ToolbarButtonPackage/ _init__.py" ToolbarButtonPackage/ init__.py
# .."Toolbar Buttons' ToolbarButton.html
def mainchain():

import re

from chimeraimport openModels, Molecule

mainChain = re.compile("(N|CA|C)$", re.l)
for m in openModels.list(model Types=[Molecul€]):
for ain m.atoms:
adisplay = mainChain.match(a.name) != None
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Example ToolbarButton.py

Function nmai nchai n sets the display status of atoms and requires no arguments.
The body of the function is identical to the example described in Molecular Editing

Using Python.

def mai nchain():

Note that due to a fairly arcane Python behavior, we need to import modules
used by a (script) function inside the function itself (the local scope) rather
than outside the function (the global scope). This is because Chimera
executes scripts in a temporary module so that names defined by the script
don't conflict with those in Chimera's main namespace. When the temporary
module is deleted, Python sets all names in the module's global namespace to
None. Therefore, by the time this function is executed (by the toolbar button
callback) any modules imported in the global namespace would have the
value None instead of being a module object.

The regular expression module, r e, is used for matching atom names.
| nport re

Import the object that tracks open models and the Molecule class from the
chi mer a module.

fromchinmera inport openMdels, Ml ecule

mai nChain = re.conmpile(""(NCAIOS$", re.l)
for min openModel s.|ist(nodel Types=[ Mol ecul e]):

for a in matons:
a. di splay = mai nChai n. mat ch(a. nane) != None

Need to import the chi ner a module to access the function to add the icon to the
toolbar.

| nport chinera

Create a button in the toolbar. The first argument to chi ner a. t kgui . app.

t ool bar. add is the icon, which is either the path to an image file, or the name of a
standard Chimera icon (which is the base name of an image file found in the "share/
chimera/images” directory in the Chimera installation directory). In this case, since
Tool barButton.tiff is not an absolute path, the icon will be looked for under
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that name in both the current directory and in the Chimera images directory. The
second argument is the Python function to be called when the button is pressed (a.
k.a., the "callback function"). The third argument is a short description of what the
button does (used typically as balloon help). The fourth argument is the URL to a
full description. For this example the icon name is Tool barButton. tiff; the
Python function is mai nchai n; the short description is "Show Main Chain"; and
there is no URL for context help.

chi mera. t kgui . app. t ool bar. add(' Tool barButton.tiff', mai nchai n,
" Show Mai n Chain', None)

http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGuide/Examples/ToolbarButton.html (2 of 2) [6/4/13 4:18:26 PM]



http://www.rbvi.ucsf.edu/chimera/1.8/docs/ProgrammersGui de/ Exampl es/ T ool bar ButtonPackage/gui .py

The contents of "ToolbarButtonPackage/gui.py" issimilar to

the last section of code in "Toolbar Buttons', with the

exception that the 'mainchain’ function is now referenced as
"ToolbarButtonPackage.mainchain'. The reason for the changeis

that 'gui.py’ is a submodule, while the 'mainchain’ functionisin

the main package. Since a submodule cannot directly access items
defined in the main package, 'gui.py’ must first import the package
‘import ToolbarButtonPackage' and refer to the function by prepending
the package name (‘T ool barButtonPackage.mainchain' in the call to
‘chimera.tkgui.app.tool bar.add’).

.. "ToolbarButtonPackage/gui.py" ToolbarButtonPackage/gui.py
.. "Toolbar Buttons' ToolbarButton.html

HHEHHFTHFHFHTFHFHHEHFH

import chimera
import ToolbarButtonPackage
chimera.tkgui.app.tool bar.add('Tool barButton.tiff', ToolbarButtonPackage.mainchain, '‘Show Main Chain', None)
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The contents of "ToolbarButtonExtension/__init__.py" is

identical to the first section of code in "Toolbar Buttons®,
with the exception that module 'os' is not imported.

.. "ToolbarButtonExtension/__init__.py" ToolbarButtonExtension/__init__.py

#
#
#
#
#
# .. "Toolbar Buttons' ToolbarButton.html

import re
import chimera
def mainchain():
MAINCHAIN = re.compile("*(N|CA|C)$", re.l)
for m in chimera.openModels.list(model Types=[chimera.Molecul€]):

for ain m.atoms:
adisplay = MAINCHAIN.match(a.name) != None
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"ChimeraExtension.py" derives a class from ‘chimera.extension.EMO'
to define how functionality defined in"__init__.py" may be invoked
by the Chimera extension manager.

#
#
#
#
# .. "Chimerabxtension.py" ToolbarButtonExtension/ChimeraExtension.py
# .."_init__.py" ToolbarButtonExtension/__init__.py

import chimera.extension

# Class'MainChanEMO' isthe derived class.
class MainChainEM O(chimera.extension.EMO):
# Return the actual name of the extension.
def name(self):
return 'Backbone'

# Return the short description that typically appears as
# balloon help or in the Tools preference category.
def description(self):

return 'display only protein backbone'

# Return the categories in which this extension should appear.
#Itisether alist or adictionary. If itisadictionary
# then the keys are the category names and the values are
# category-specific descriptions (and the description() method
# aboveisignored).
def categories(self):

return ['Utilities]

# Return the name of afile containing an icon that may be used
# on the tool bar to provide a shortcut for launching the extension.
def icon(self):

return self.path('mainchain.tiff')

# Invoke the extension. Note that when this method is called,
#thecontent of "__init__.py" isnot available. To simplify
# calling functions, the 'EMO' provides a'module’ method that
# locates modules in the extension package by name; if no name
#issupplied, the" _init__.py" moduleis returned.
def activate(self):
# Call the 'mainchain’ functioninthe"__init__.py" module.
self.module().mainchain()
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# Register an instance of ‘'MainChainEMO' with the Chimera

# extension manager.
chimera.extension.manager.registerExtension(MainChainEMO(__file ))
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# Theinitial codeisthe same as for the ToolbarButtonExtension example
import chimera.extension

class MainChainEM O(chimera.extension.EMO):
def name(self):
return '‘Backbone'

def description(self):
return 'display only protein backbone

def categories(self):
return ['Utilities]

def icon(self):
return self.path('mainchain.tiff')

def activate(self):
self.module().mainchain()

chimera.extension.manager.registerExtension(MainChainEMO(__file ))

# Here we define two functions, one to handle the "mainchain" command,
# and one to handle the "~mainchain" command.
def mainchainCmd(cmdName, args):

# Import the module's workhorse function.

# It isimported inside the function definition so that

# it does not slow down Chimera startup with extra imports

# in the main scope.

from ToolbarButtonCommand import mainchain

# Import and use the Midas.midas_text doExtensionFunc procedure
# to process typed arguments and call the mainchain() function

# appropriately. For asimple function like mainchain(), which

# takes no arguments, using doExtensionFunc is probably overkill.

# One could instead use the approach applied in the revMainchainCmd
# function below and simply test for the presence of any

# arguments (raising Midaskrror if any are found) and directly calling
# the mainchain() function otherwise. Asimplemented here, using

# doExtensionFunc, if the user does provide arguments then

# doExtensionFunc will raise an error complaining that there

# were unknown keyword arguments supplied.

from Midas.midas_text import doExtensionFunc
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doExtensi onFunc(mainchain, args)

# The function for "~mainchain"
def revMainchainCmd(cmdName, args):
# We are going to implement ~mainchain as a synonym for "display",
# so we import runCommand which simplifies doing that.
from chimeraimport runCommand
from Midas import MidasError
if args:
# Raising MidasError will cause the error message
# to show up in the status line as red text
raise MidasError("~mainchain takes no arguments')
# runCommand takes any legal command-line command and executesiit.
runCommand("display")

# Now actually register the "mainchain” command with the command interpreter
# by using addCommand(). The first argument is the command name and the

# second is the callback function for doing the work. The 'revFunc' keyword

# gpecifies the function to implement "~mainchain". The 'help' keyword has

# been omitted, therefore no help will be provided.

from Midas.midas_text import addCommand

addCommand("mainchain", mainchainCmd, revFunc=revM ainchainCmd)
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# Import the standard modules used in this example.
import re

# Import the Chimera modules used in this example.
import chimera

# Define aregular expression for matching the names of protein backbone
# atoms (we do not include the carbonyl oxygens because they tend to

# clutter up the graphics display without adding much information).
MAINCHAIN = re.compile("(N|CA|C)$", re.l)

# Define'mainchain’ function for setting the display representation

# of protein backbone atoms and bonds. See "Molecular Editing" for a
# more detailed example on changing molecular attributes.
#
#

.. "Molecular Editing" MolecularEditing.html
def mainchain(atomMode, bondM ode):
for m in chimera.openModels.list(model Types=[chimera.Molecul€]):
for ain m.atoms:
iIf MAINCHAIN.match(a.name):
adrawMode = atomMode
for b in m.bonds:
ends = b.atoms
iIf MAINCHAIN.match(ends[0].name) \
and MAINCHAIN.match(ends] 1] .name):
b.drawMode = bondMode
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# Import the standard modules used by this example.
import os
import Tkinter

# Import the Chimera modules and classes used by this example.
import chimera
from chimera.baseDialog import ModelessDialog

# Import the package for which the graphical user interface
# isdesigned. Inthis case, the package is named 'ExtensionUl".
import ExtensionUlI

Define two module variables:
‘atomMode' and 'bondMode' are Tk variables that keep track of
the last selected display representations. These variables are
initialized to be 'None', and are set to usable values when
the GUI is created.
atomMode = None
bondMode = None

#
#
#
#

H*

Define two dictionaries that map string names into Chimera
enumerated constant values. The two variables 'atomMode' and
'‘bondM ode' keep track of the representations as strings because
they are displayed directly in the user interface. However,
the 'mainchain’ function in the main package expects Chimera
constants as its arguments. The dictionaries 'atomModeMap' and
'‘bondModeMap' provides the trand ation from string to enumerated
constants.
atomModeMap = {

'Dot": chimera Atom.Daot,

'Sphere’: chimera. Atom.Sphere,

'EndCap': chimera. Atom.EndCap,

‘Ball': chimera. Atom.Ball
}
bondModeMap = {
'Wire': chimera.Bond.Wire,
'Stick': chimera.Bond.Stick

#
#
#
#
#
#
#
#

—

Chimera offers two base classes to somewhat simplify the task of
creating user interfaces: ModalDialog and ModelessDialog. The
former is designed for situations when information or response
isrequired of the user immediately; the dialog staysin front

of other Chimera windows until dismissed and prevents input from
going to other Chimerawindows. The latter dialog typeis designed
for "ongoing" interfaces; it allows input focus to go to other
windows, and other windows can obscure it.

Here we declare a class that derives from ModelessDialog and
customize it for the specific needs of this extension.
class MainchainDial og(ModelessDial og):

HHHFHHHHHFHHHR

Chimera dialogs can either be * named* or *nameless*. Named
dialogs are displayed using the 'display(name)’ function

of the chimera.dialogs module. The *name* that should be used
as an argument to the 'display’ function is given by the class
variable 'name’. Using anamed dialog is appropriate when

it might be desirable to invoke the dialog from other extensions
or from Chimeraitself.

HHHHHFHHF
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#

# A namelessdialog isintended for use only in the extension that
# definesthedialog. A namelessdialog istypicaly created and
# displayed by calling its constructor. Once created, a nameless
# dialog can be redisplayed (if it was withdrawn by clicking its
# 'Cancel' button for example) by calling its 'enter()' method.
#
#
#
#
#

For demonstration purposes, we use a named dialog here. A
nameless dialog is used in the "Color and Color Wells' example.

.. "Color and Color Wells* Main_ColorWelUl.html
name = "extension ui"

The buttons displayed at the bottom of the dialog are given
in the class variable 'buttons. For modeless dialogs, a
help button will automatically be added to the button list
(the help button will be grayed out if no help information
isprovided). For buttons other than 'Help', clicking on
them will invoke a class method of the same name.

Both dialog base classes provide appropriate methods for
'Close, so we won't provide a'Close’ method in this
subclass. The ModelessDialog base class also provides a
stub method for 'Apply', but we will override it with our
own 'Apply' method later in the class definition.

buttons = ("Apply", "Close")

#
#
#
#
#
#
#
#
#
#
#
#

A help file or URL can be specified with the 'help' class
variable. A URL would be specified asastring (typicaly
starting with "http://..."). A file would be specified as
a2-tuple of file name followed by a package. Thefile
would then be looked for in the 'helpdir’ subdirectory of
the package. A dialog of Chimeraitself (rather than of an
imported package) might only give afilename as the class
help variable. That file would be looked for in
[usr/local/chimera/share/chimeralhel pdir.

elp = ("ExtensionUl.html", ExtensionUI)

HHFHHFHHHRHR®

>0

# Thetitle displayed in the dialog window's title bar is set
# viathe classvariable 'title'.
title = " Set Backbone Representation”

Both ModelessDialog and ModaDialog, in their __init__
functions, set up the standard parts of the dialog interface
(top-level window, bottom-row buttons, etc.) and then call
afunction named fillinUI" so that the subclass can fill

in the parts of the interface specific to the dialog. As

an argument to the function, a Tkinter Frame is provided
that should be the parent to the subclass-provided interface
elements.

def filllnUlI(self, parent):

HFHHFHHFHHH

# Declarethat, in‘filllnUI', the names 'atomMode' and
# 'bondMode refer to the global variables defined above.
global atomMode, bondMode

# Create and initidize 'atomMode' and 'bondMode', the
# two globa Tk string variables that keep track of the
# currently selected display representation.

atomMode = Tkinter.StringV ar(parent)
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#
#
#
#
#

atomM ode.set('Dot")
bondMode = Tkinter.StringV ar(parent)
bondMode.set('Wire')

# Createthelabel and option menu for selecting atom

# display representation. First create the [abel 'Atom

# Representation' and place it on the left-hand side of

# thetop row in the GUI window.

atomL abel = Tkinter.Label (parent, text='"Atom Representation’)

atomL abel .grid(column=0, row=0)

# Create the menu button and the option menu that it brings up.

atomButton = Tkinter.Menubutton(parent, indicatoron=1,
textvariable=atomM ode, width=6,
relief=Tkinter. RAISED, borderwidth=2)

atomButton.grid(column=1, row=0)

atomMenu = Tkinter.Menu(atomButton, tearoff=0)

# Add radio buttonsfor all possible choicesto the menu.

Thelist of choicesis obtained from the keys of the

string-to-enumeration dictionary, and the radio button

for each choice is programmed to update the 'atomM ode'

variable when selected.

for mode in atomM odeM ap.keys():

atomMenu.add_radiobutton(label=mode, variable=atomMode, value=mode)
# Assigns the option menu to the menu button.
atomButton['menu’] = atomMenu

#
#
#
#

# Thelinesbeow do the same thing for bond representation

# asthelines above do for atom representation.

bondL abel = Tkinter.Label (parent, text="Bond Representation’)

bondL abel.grid(column=0, row=1)

bondButton = Tkinter.Menubutton(parent, indicatoron=1,
textvariable=bondM ode, width=6,
relief=Tkinter. RAISED, borderwidth=2)

bondButton.grid(column=1, row=1)

bondMenu = Tkinter.Menu(bondButton, tearoff=0)

for mode in bondM odeM ap.keys():

bondMenu.add_radiobutton(label=mode, variable=bondM ode, value=mode)
bondButton['menu'] = bondMenu

Define the method that is invoked when the ‘Apply' button

is clicked. The function simply converts the currently

selected representations from strings to enumerated constants,
using the 'atomModeM ap' and 'bondModeMap' dictionaries, and
invokes the main package function 'mainchain’.

def Apply(self):

HHHHHHR

ExtensionUl.mai nchain(atomM odeM ap[atomM ode.get()],
bondM odeM ap[bondM ode.get()])

Now we register the above dialog with Chimera, so that it may be

invoked viathe 'display(name)' method of the chimera.dialogs module.

Here the classitself isregistered, but sinceit isanamed dialog

deriving from Modal Dialog/M odelessDial og, the instance will automatically
reregister itself when first created. This allows the ‘dialogs.find()'

function to return the instance instead of the class.

chimera.dialogs.register(MainchainDial og.name, MainchainDial og)

H* B HH

Create the Chimera toolbar button that displays the dialog when
pressed. Note that since the package is not normally searched for
icons, we have to prepend the path of this package to the icon's
file name.
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dir, file = os.path.split(__file )
icon = os.path.join(dir, 'ExtensionUl.tiff")
chimera.tkgui.app.tool bar.add(icon, lambda d=chimera.dial ogs.display, n=MainchainDial og.name: d(n), 'Set Main Chain Representation’, None)
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RGBA tuples

RGBA tuples are 4-tuples where the respective tuple components represent red,
green, blue, and alpha (opacity) values for a color. Each value is a floating point
number between 0.0 and 1.0. For example, the tuple (1, 0, O, 1) represents an
opaque red, while (0, 1, O, 0.5) represents a half transparent green.

Back to example.
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This code is analogous to the code found inthe"__init__.py"
modules in the "Packaging an Extension" and "Extension-Specific
User Interface" examples. See "Molecular Editing" for amore
detailed example on changing molecular attributes. Note that

the 'mainchain’ function is expecting a color *object* asits
argument (because the color is used to set an atomic attribute).

.. "Packaging an Extension" Main_ExtensionPackage.html

.. "Extension-Specific User Interface" Main_ExtensionUI.html
.. "Molecular Editing" MolecularEditing.html

import chimera

import re

HoHHHHHEHHEHHE

MAINCHAIN = re.compile("(N|CA|C)$", re.l)
def mainchain(color):
for m in chimera.openModels.list(model Types=[chimera.Molecul€]):
for ain m.atoms:
iIf MAINCHAIN.match(a.name):
a.color = color
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# Import the standard Python modules used by the example code.
import os
import Tkinter

# Import the additional modules and classes needed.

# The ColorOption class facilitates interoperation between Chimera
# colors and color wells (which use rgba colors).

import chimera

from chimera.baseDialog import ModelessDialog

from chimera.tkoptions import ColorOption

import ColorWellUlI

class ColorWellDialog(ModelessDialog):
# ColorWellDiaogisa"nameless' dialog. Seethe
# "Extension-Specific User Interface" example for amore detailed
# explanation of Chimeradialogs.
#
# .. "Extension-Specific User Interface” Main_ExtensionUl.html

# Set thetitle bar of the dialog to display 'Set Backbone Color'.
title = 'Set Backbone Color’

def filllnUI(self, master):

Create a ColorOption instance. The ColorOption will contain
adescriptive label and a color well. The arguments to the
ColorOption constructor are:

- master widget

- row number to use when 'grid'ing the ColorOption into the
master widget. The default columnisO. The tkoptions
modul e contains other options besides ColorOption (e.g.
StringOption), which are generally intended to be put in
vertical lists, and therefore arow number is specified in
the constructor. In this example we are only using one
option however.

- option label. Thiswill be positioned to the left of the
color well and a™:" will be appended.

- The default value for this option.

- A callback function to call when the option is set by the
user (e.g. acolor dragged to the well, or the well color
edited in the color editor)

- An optional ballon-help message

HHFHFHIHFHHFAFHFHFRHFHHFHFHHFREHHE

coloropt = ColorOption(master, O, 'Backbone Color', None, self._setBackboneColor, balloon="Protein backbone color’)

# Call'_updateBackboneColor' to make the color displayed
# inthe color well reflect the current color of protein

# backbone atoms. While not strictly necessary, keeping the
# color inthe well consistent with the color in the molecules
# enhances the extension usability.
self._updateBackboneColor(coloropt)
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# Define'_updateBackboneColor', which is used to make the color
# of awell reflect the color of protein backbone atoms.
def _updateBackboneColor(self, coloroption):

# Loop through all atomsin all molecules, looking for protein

# backbone atoms. When one is found, its color is compared

# against thelast color seen, 'theColor'. The first time this

# comparison is made, 'theColor' does not exist yet and a

# NameError exception israised; this exception is caught,

# and 'theColor' is assigned the color of the atom. All

# subsequent times, the comparison between atom color and

# ‘'theColor' should work as expected. If the two colors are

# different, the color well is set to show that multiple colors

# arepresent and execution returnsto the caller. If the two

# colors arethe same, the next atom is examined. If only one

# color isfound among all protein backbone atoms (or zero if

# no molecules are present), then execution continues.

for m in chimera.openM odels.list(model Types=[chimera.Molecul€]):

for ain m.atoms:
if ColorwellUI.MAINCHAIN.match(a.name):
try:
if a.color !=theColor:
coloroption.setMultiple()
return
except NamekError:
theColor = a.color

# Set the color of the well to match 'theColor'. There are
# two possible cases:
# 1'theColor' isnot set (because there are no molecules),
#  2'theColor' is'None' or acolor object.
# The'set' function will not result in a callback to
# ' setBackboneColor'.
try:
# Handlecase2. Set the color well to the proper color
col oroption.set(theCol or)
except NamekError:
# Handlecasel. Setthe color well to show that no color
# ispresent
coloroption.set(None)

Define' setBackboneColor', which isinvoked each time the
color in the well changes. When called by the ColorOption,
' setBackboneColor' receives a single argument 'coloropt’,
which is the ColorOption instance.

def _setBackboneColor(self, coloroption):

Cdll the 'mainchain’ function in the main package, with
the color object corresponding to the color well color
asitsargument (which will be None if 'No Color' is

the current selection in the well), to set the color of
backbone atoms.

ColorWellUI.mainchain(col oroption.get())

#
#
#
#

HHHHHF
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# Define the module variable 'dialog’, which keeps track of the

# dialog window containing the color well. It isinitialized to

# 'None, and isassigned a usable value when the dialog is created.
dialog = None

# Define 'showColorWellUl', which is invoked when the Chimera
# toolbar button is pressed.
def showColorwellUI():
# Declare that the name 'dialog’ refersto the global variable
# defined above.
global dialog
# Check whether the dialog has already been created. If so,
# thedialog window isdisplayed by calling it's 'enter()’
# function, and then the rest of the function is skipped by returning.
if dialog is not None:
dialog.enter()
return

# Otherwise, create the dialog.
dialog = ColorWellDialog()

# Create the Chimeratoolbar button that invokes the 'showColorwWellUI'

dir, file = os.path.split(__file )

icon = os.path.join(dir, '‘ColorWel Ul tiff")

chimera.tkgui.app.toolbar.add(icon, showColorWellUI, 'Set Main Chain Color', None)
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Thisfileisidentical to the"ColorWellUI/_init__.py"

in the "Colors and Color Wells" example.

. "ColorwdlUl/__init__.py" ColorWwelUl/__init__.py
.. "Colors and Color Wells' Main_ColorWellUl.html
import chimera

import re

#
#
#
#
#

MAINCHAIN = re.compile("(N|CA|C)$", re.l)
def mainchain(color):
for m in chimera.openModels.list(model Types=[chimera.Molecul€]):
for ain m.atoms:
iIf MAINCHAIN.match(a.name):
a.color = color
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# Thecode hereisvery similar to the code in "Colors

# and Color Wells" and only differences from that code
# will be described.
#
#

.. "Colors and Color Wells' Main_ColorWellUl.html

import os
import Tkinter

import chimera

from chimera.baseDialog import Model essDialog
from chimera.tkoptions import ColorOption
import ColorwWellUI

class ColorWellDialog(Model essDial og):
title = 'Set Backbone Color'

# Needtooverride' _init_ 'toinitialize our extra state.

def __init_ (self, *args, **kw):

Whereasin the "Colors and Color Wells' example 'coloropt'

was alocal variable, here the ‘coloropt’ variable is stored

in the instance because the trigger handler (which has access

to the instance) needs to update the color well contained in

the ColorOption. A new variable, 'handlerld’, is created to

keep track of whether ahandler is currently registered. The
handler is only created when needed. See 'map’ and ‘unmap’
below. (Note that the instance variables must be set before
calling thebase __init__ method since the dialog may be mapped
during initialization, depending on which window system is used.)

HFHRHFHIFHFHFHFEHHHHF

.. "Colors and Color Wells' Main_ColorWellUl.html
self.colorOpt = None
self.handlerld = None

# Call the parent-class'_init__".
apply(ModelessDialog.__init__, (self,) + args, kw)

def filllnUI (self, master):
# Save ColorOption in instance.
self.coloropt = ColorOption(master, 0, '‘Backbone Color', None, self._setBackboneColor, balloon="Protein backbone color’)

self._updateBackboneColor()

def _updateBackboneColor(self):
for m in chimera.openModels.list(model Types=[chimera.Molecul€]):
for ain m.atoms:
if ColorwellUl.MAINCHAIN.match(a.name):
try:
if a.color !=theColor:
self.coloropt.setMultiple()
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return
except NameError:
theColor = a.color

try:
self.coloropt.set(theCol or)
except NameError:
self.coloropt.set(None)

def _setBackboneColor(self, coloroption):
ColorWellUI.mainchain(col oroption.get())

# Register atrigger handler to monitor changesin the
# backbone atom list when we're make visible. We ignore
# the event argument.
def map(self, *ignore):
# Synchronize with well color.
self._updateBackboneColor()

# If no handler is currently registered, register one.
if self.handlerld is None:
Registration occurs when the 'chimera.triggers' object
is requested to add a handler. * Registration requires
three arguments*:
- the name of the trigger,
- the handler function to be invoked when the
trigger fires, and
- an additional argument to be passed to the handler
function when it isinvoked.
In this case, the trigger name is the same as the name
of the class of objects being monitored, "Atom".
The handler functionis'_handler', defined below.
And the additional argument is empty (None) -- it could
have been the ColorOption instance (‘coloropt’) but that
is accessible viathe instance. The return value from
the registration is a unique handler identifier for
the handler/argument combination. Thisidentifier is
required for deregistering the handler.

*The handler function is always invoked by the trigger
with three arguments*:
- the name of the trigger,
- the additional argument passed in at registration
time, and
- an instance with three attributes
- created: set of created objects
- deleted: set of deleted objects
- modified: set of modified objects
Note that with a newly opened model, objects will just
appear in both the 'created’ set and not in the ‘'modified’
set, even though the newly created objects will normally have
various of their default attributes modified by later
code sections.
self.handlerld = chimera.triggers.addHandler(‘Atom’, self._handler, None)

HFHIFpHFHFFTHFHFHHFFHEFFTHFHRHFHFFEFEFFRHRHRFHFEESEHHHFHR
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# The' handler' function isthetrigger handler invoked when
# atributes of 'Atom' instances change.
def _handler(self, trigger, additional, atomChanges):
# Check through modified atoms for backbone atoms.
for ain atomChanges.modified:
# If any of the changed atoms is a backbone atom, call
# ' _updateBackboneColor' to synchronize the well color
#  with backbone atom colors.
if ColorWellUl.MAINCHAIN.match(a.name):
self._updateBackboneColor()
return

# 'unmap' is called when the dialog disappears. We ignore the
# event argument.
def unmap(self, *ignore):
# Check whether ahandler is currently registered (*i.e.*, the
# handler identifier, 'handlerld’, is not 'None') and
# deregister it if necessary.
if self.handlerld isnot None:

# Deregistration requires two arguments: the name of the
# trigger and the unique handler identifier returned by

# theregistration call.
chimeratriggers.deleteHandler('Atom', self.handlerld)

# Set the unique handler identifier to 'None' to indicate
# that no handler is currently registered.
self.handlerld = None

# Define the module variable 'dialog’, which tracks the dialog instance.
# Itisinitialized to 'None', and is assigned a usable value when the

# diaogiscreated.

dialog = None

# Define 'showColorWellUl', which is invoked when the Chimera
# toolbar button is pressed.
def showColorWellUlI():
global dialog
if dialog is not None:
dialog.enter()
return

dialog = ColorWellDialog()
dir, file = os.path.split(__file )

icon = os.path.join(dir, 'AtomTrigger.tiff')
chimera.tkgui.app.toolbar.add(icon, showColorWellUl, 'Set Main Chain Color', None)
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OSL

OSL stands for Object Selection Language. The OSL is a syntax for choosing
Selectables. For example, ":51@ca" is an OSL string that refers to residue 51, atom
CA of all molecules. "@/color=red" refers to all red vertices (usually atoms) of all
models. Further information about the OSL can be found here.
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Object Selection Language syntax

The OSL is a syntax for choosing Selectables. There are four generic types of
Selectables: graphs, subgraphs, vertices, and edges. In a molecular model, these
correspond to the entire molecule, the residues, atoms, and bonds. For a non-
molecular model, the only relevant Selectable type, graph, corresponds to the
entire model.

The OSL is almost exactly the same as the Midas atom specification syntax as
implemented in the Chimera Midas emulator. A detailed description of that syntax
can be found here. There are three features found in Midas atom specifiers that are

not found in the OSL. They are:

1. Current selection synonyms ("selected", "sel", etc.).
2. Zones (e.g. "z<5")
3. Intersections (the & symbol)
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# Import the standard modules used in this example.
import re

# Import the Chimera modules used in this example.
import chimera
from chimeraimport selection

# Defineafunction that will select protein backbone atomsin the

# main Chimera graphics window

def selBackbone(op=None):
# Definearegular expression for matching the names of protein backbone
# atoms (we do not include the carbonyl oxygens because they tend to
# clutter up the graphics display without adding much information).
MAINCHAIN = re.compile("*(N|CA|C)$", re.l)

The'list' method of chimera.openModelswill return alist of
currently open models, and takes severa optional keyword arguments
to restrict thislist to models matching certain criteria
When called with no arguments, this method will
return alist of all visible models, essentially models that
were created by the user. Internally managed (‘hidden’) models,
such as the distance monitor pseudobondgroup, do not show up in this
list. A list of hidden models can be obtained by setting the
optional keyword argument 'hidden’ to True.
The'al" argument (True/False) can be used to return alist of all open models
(including both hidden and visible). Other optional arguments include:
'Id' and 'subid', which restrict the returned list to models with the given
id and subid, respectively, while 'model Types (alist of model types,
I.e. '[chimera.Molecule]’) will restrict the returned list to models
of aparticular type.
bbAtoms =]
for min chimera.openM odels.list(model Types=[chimera.Molecul g]):
for ain m.atoms:

iIf MAINCHAIN.match(a.name):

bbAtoms.append(a)

T H O H B H B HHHFHTHEHHEH

# Create a selection instance that we can use to hold the protein

# backbone atoms. We could have added the atoms one by one to the
# selection while we were in the above loop, but it is more efficient

# toadditemsinbulk to selectionsif possible.

backboneSel = selection.ltemizedSelection()

backboneSel .add(bbAtoms)
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Add the connecting bonds to the selection. The "addimplied’ method
of Selection adds bonds if both bond endpoint atoms are in the
selection, and adds atoms if any of the atom's bonds are in the
selection. We use that method here to add the connecting bonds.
backboneSel .addImplied()

T H B H

Change the selection in the main Chimera window in the manner
indicated by this function's 'op' keyword argument. If op is
'None, then use whatever method is indicated by the 'Selection Mode'
item in Chimera's Select menu. Otherwise, op should
be one of: 'selection.REPLACE!, 'selection.INTERSECT",
'selection.EXTEND' or 'selection.REMOVE..

'REPLACE' causes the Chimera selection to be replaced with
'backboneSel'.

'INTERSECT" causes the Chimera selecion to be intersected
with 'backboneSe!'.

'EXTEND' causes 'backboneSel’ to be appended to the Chimera
selection.

'REMOVE' causes 'backboneSel’ to be unselected in the
Chimerawindow.
if opisNone:

chimera.tkgui.sel ectionOperati on(backboneSel)

else:
sel ection.mergeCurrent(op, backboneSel)

HFHHFHBEHFBTEHFHTHEHHEH K
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The Selection Manager

Some extensions may identify sets of Selectables that it would be useful for other
extensions to be able to identify, or for the user to select from the Selection menu.
For example, the ChemGroup extension identifies chemical entities such as
aromatic rings. It is useful to allow other extensions (and the user) to also pick out
these entities without replicating the ChemGroup code. This is accomplished by
registering selections with the Chimera selection manager.

The Chimera selection manager is defined in chi ner a. sel ecti on. manager .
Selections are registered with the selection manager as strings (either Python code
or OSL strings) and are made available in the Chimera Selection menu. Selections

can (only) be retrieved from the selection manager en masse as a dictionary
organized in the same fashion as the Selection menu. The keys in the dictionary are
the same as the menu labels, and the values are either a 2-tuple of the registered
selection string and a help description, or a dictionary introducing a submenu
which is organized the same as the main dictionary. The sel ecti onFr omlext
method of the selection manager converts a registered selection string into the
appropriate Selection subclass.

chi mer a. sel ecti on. manager also defines the CodeltemizedSelection class,
which is similar to the CodeSelection class described above, except that the code
IS given an empty ItemizedSelection to fill in instead of functions to apply.

The Python strings registered with the selection manager are expected to be
useable in conjunction with CodeltemizedSelections.

This example is not yet finished. Sorry!
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# Function 'createWater' creates a water molecule.
def createWater():

# Import the object that tracks open models and severa
# classesfrom the ‘chimera module.
from chimeraimport openModels, Molecule, Element, Coord

# Create an instance of aMolecule
m = Molecul&()

# Molecule containsresidues. For our example, we will

# createasingleresidue of HOH. The four arguments are:
# theresidue type, chainidentifier, sequence number and
# insertion code. Notethat aresidueis created as part

# of aparticular molecule.

r = m.newResidue("HOH", " ", 1," ")

# Now we create the atoms. The newAtom function arguments
# arethe atom name and its element type, which must be

# aninstance of Element. You can create an Element

# instance from either its name or atomic number.

atomO = m.newAtom("O", Element("O"))

atomH1 = m.newAtom("H1", Element(1))

atomH2 = m.newAtom("H2", Element("H"))

# Set the coordinates for the atoms so that they can be displayed.

from math import radians, sin, cos

bondLength = 0.95718

angle = radians(104.474)

atomO.setCoord(Coord(0, 0, 0))

atomH 1.setCoord(Coord(bondLength, 0, 0))
atomH2.setCoord(Coord(bondLength * cos(angle), bondLength * sin(angle), 0))

# Next, we add the atoms into the residue.
r.addAtom(atomO)

r.addAtom(atomH1)

r.addAtom(atomH?2)

# Next, we create the bonds between the atoms.

m.newBond(atomO, atomH1)
m.newBond(atomO, atomH?2)
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# Finaly, we add the new molecule into the list of
# open models.
openModels.add([ m])

# Cdl the function to create a water molecule.
createWater()
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Class 'CountAtoms' assigns two attributes, "numAtoms' and "numHetatms”,
to amolecule by exporting the molecule as a PDB file and running

the "grep" program twice. The"grep" invocations are run in the
background so that Chimera stays interactive while they execute.

class CountAtoms:

HH HHE

# The constructor sets up atemporary file for the PDB output,
# and aChimeratask instance for showing progress to the user.
def _init_ (self, m, grepPath):

# Generate atemporary file name for PDB file.

# We use Chimeras 'osTemporaryFile' function

# Dbecause it automatically deletes the file when

# Chimeraexits.

import OpenSave

self.pdbFile = OpenSave.osTemporaryFile(suffix=".pdb", prefix="rg")
self.outFile = OpenSave.osTemporaryFile(suffix=".out", prefix="rg")

# Write moleculein to temporary filein PDB format.
self.molecule = m

import Midas

Midas.write([m], None, self.pdbFile)

# Set up atask instance for showing user our status.
from chimeraimport tasks
self.task = tasks. Task("atom count for %s" % m.name, self.cancel CB)

# Start by counting the ATOM records first.
self.countAtoms()

# 'cancelCB'iscalled when user cancels viathe task panel
def cancel CB(sdlf):
self.molecule = None

# 'countAtoms uses"grep" to count the number of ATOM records.
def countAtoms(self):
from chimeraimport SubprocessMonitor as SM
self.outF = open(self.outFile, "w")
self.subproc = SM.Popen([ grepPath, "-c*, "*ATOM", self.pdbFile], stdout=self.outF)
SM.monitor("count ATOMS", self.subproc, task=self.task, afterCB=self. countAtomsCB)

# ' countAtomsCB' isthe callback invoked when the subprocess
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# dtarted by 'countAtoms completes.
def _countAtomsCB(self, aborted):

# Always close the open file created earlier
self.outF.close()

# |If user canceled the task, do not continue processing.
If aborted or self.moleculeis None:

self.finished()

return

# Make sure the process exited normally.

If self.subproc.returncode !'= 0 and self.subproc.returncode != 1.
self.task.updateStatus("ATOM count failed")
self.finished()
return

# Process exited normally, so the count isin the output file.

# Theerror checking code (in case the output is not a number)
# isomitted to keep this example simple.

f = open(self.outFile)

data = f.read()

f.close()

self.molecule.numAtoms = int(data)

# Start counting the HETATM records
self.countHetatms()

# 'countHetatms' uses "grep" to count the number of HETATM records.
def countHetatms(self):
from chimeraimport SubprocessMonitor as SM
self.outF = open(self.outFile, "w")
self.subproc = SM.Popen([ grepPath, "-c", ""HETATM", self.pdbFile ], stdout=self.outF)
SM.monitor("count HETATMSs", self.subproc, task=self.task, afterCB=self._countHetatmsCB)

# ' countHetatmsCB' is the callback invoked when the subprocess
# started by 'countHetatms' completes.
def _countHetatmsCB(self, aborted):

# Always close the open file created earlier
self.outF.close()

# |If user canceled the task, do not continue processing.
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if aborted or self.molecule is None:
self.finished()
return

# Make sure the process exited normally.

If self.subproc.returncode !'= 0 and self.subproc.returncode != 1.
self.task.updateStatus("HETATM count failed")
self.finished()
return

# Process exited normally, so the count isin the output file.

# Theerror checking code (in case the output is not a number)
# isomitted to keep this example simple.

f = open(self.outFile)

data = f.read()

f.close()

self.molecule.numHetatms = int(data)

# No more processing needs to be done.
self.finished()

# ‘finished' iscalled to clean house.
def finished(self):

Temporary files will be removed when Chimera exits, but
may be removed here to minimize their lifetime on disk.
The task instance must be notified so that it is labeled
completed in the task panel.

self.task.finished()

HH HH

# Set instance variables to None to rel ease references.
self.task = None

self.molecule = None

self.subproc = None

# Below isthe main program. First, we find the path to
# the"grep" program. Then, we run CountAtoms for each molecule.
from CGLutil import findExecutable
grepPath = findExecutabl e.findExecutable(" grep')
If grepPath is None:
from chimeraimport NonChimeraError
raise NonChimeraError (" Cannot find path to grep™)
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# Add"numAtoms' and "numHetatms" attributes to all open molecules.

import chimera

from chimeraimport Molecule

for m in chimera.openModels.list(model Types=[Molecule]):
CountAtoms(m, grepPath)
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